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Read This First

About This Manual

The TMS320C674x™ DSP is the new generation floating-point DSP that combines the TMS320C67x+™
DSP and the TMS320C64x+™ DSP instruction set architectures into one core. This document describes
the CPU architecture, pipeline, instruction set, and interrupts of the C674x™ DSP.

Notational Conventions

This document uses the following conventions.

» Hexadecimal numbers are shown with the suffix h. For example, the following number is 40
hexadecimal (decimal 64): 40h.

Related Documentation From Texas Instruments

The following documents describe the C6000 devices and related support tools. Copies of these
documents are available on the Internet at www.ti.com. Tip: Enter the literature number in the search box
provided at www.ti.com.

The current documentation that describes the C6000 devices, related peripherals, and other technical
collateral, is available in the C6000 DSP product folder at: www.ti.com/c6000.

SPRUFK9 — TMS320C674x/OMAP-L1x Processor Peripherals Overview Reference Guide. Provides
an overview and briefly describes the peripherals available on the TMS320C674x Digital Signal
Processors (DSPs) and OMAP-L1x Applications Processors.

SPRUFK5 — TMS320C674x DSP Megamodule Reference Guide. Describes the TMS320C674x digital
signal processor (DSP) megamodule. Included is a discussion on the internal direct memory access
(IDMA) controller, the interrupt controller, the power-down controller, memory protection, bandwidth
management, and the memory and cache.

SPRUG82 — TMS320C674x DSP Cache User's Guide. Explains the fundamentals of memory caches
and describes how the two-level cache-based internal memory architecture in the TMS320C674x
digital signal processor (DSP) can be efficiently used in DSP applications. Shows how to maintain
coherence with external memory, how to use DMA to reduce memory latencies, and how to
optimize your code to improve cache efficiency. The internal memory architecture in the C674x
DSP is organized in a two-level hierarchy consisting of a dedicated program cache (L1P) and a
dedicated data cache (L1D) on the first level. Accesses by the CPU to the these first level caches
can complete without CPU pipeline stalls. If the data requested by the CPU is not contained in
cache, it is fetched from the next lower memory level, L2 or external memory.

TMS320C674x, TMS320C67x+, TMS320C64x+, C674x, TMS320C67x+, TMS320C64x+, XDS510, XDS560 are trademarks of Texas
Instruments.
Windows is a registered trademark of Microsoft Corporation.
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1.1 Overview

The TMS320C674x™ DSP is the new generation floating-point DSP that combines the TMS320C67x+™
DSP and the TMS320C64x+™ DSP instruction set architectures into one core.

The C674x™ megamodule is the name used to designate the CPU together with the hardware providing
memory, bandwidth management, interrupt, memory protection, and power-down support. This document
describes the CPU architecture, pipeline, instruction set, and interrupts of the C674x DSP. The C674x
megamodule is not described in this document since it is fully covered in the TMS320C674x DSP
Megamodule Reference Guide (SPRUFKS5).

1.2 DSP Features and Options

The C6000 devices execute up to eight 32-bit instructions per cycle. The C674x CPU consists of 64
general-purpose 32-bit registers and eight functional units. These eight functional units contain:

* Two multipliers
» Six ALUs
The C6000 generation has a complete set of optimized development tools, including an efficient
C compiler, an assembly optimizer for simplified assembly-language programming and scheduling, and a
Windows® operating system-based debugger interface for visibility into source code execution
characteristics. A hardware emulation board, compatible with the TI XDS510™ and XDS560™ emulator
interface, is also available. This tool complies with IEEE Standard 1149.1-1990, IEEE Standard Test
Access Port and Boundary-Scan Architecture.
Features of the C6000 devices include:
* Advanced VLIW CPU with eight functional units, including two multipliers and six arithmetic units
— Executes up to eight instructions per cycle for up to ten times the performance of typical DSPs
— Allows designers to develop highly effective RISC-like code for fast development time
» Instruction packing
— Gives code size equivalence for eight instructions executed serially or in parallel
— Reduces code size, program fetches, and power consumption
» Conditional execution of most instructions
— Reduces costly branching
— Increases parallelism for higher sustained performance
» Efficient code execution on independent functional units
— Industry's most efficient C compiler on DSP benchmark suite
— Industry's first assembly optimizer for fast development and improved parallelization
» 8/16/32-bit data support, providing efficient memory support for a variety of applications

e 40-bit arithmetic options add extra precision for vocoders and other computationally intensive
applications

e Saturation and normalization provide support for key arithmetic operations

» Field manipulation and instruction extract, set, clear, and bit counting support common operation found
in control and data manipulation applications.
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DSP Features and Options

The C674x devices include these additional features:

Each multiplier can perform two 16 x 16-bit or four 8 x 8 bit multiplies every clock cycle.
Quad 8-bit and dual 16-bit instruction set extensions with data flow support
Support for non-aligned 32-bit (word) and 64-bit (double word) memory accesses

Special communication-specific instructions have been added to address common operations in
error-correcting codes.

Bit count and rotate hardware extends support for bit-level algorithms.

Compact instructions: Common instructions (AND, ADD, LD, MPY) have 16-bit versions to reduce
code size.

Protected mode operation: A two-level system of privileged program execution to support higher
capability operating systems and system features such as memory protection.

Exceptions support for error detection and program redirection to provide robust code execution
Hardware support for modulo loop operation to reduce code size
Each multiplier can perform 32 x 32 bit multiplies

Additional instructions to support complex multiplies allowing up to eight 16-bit multiply/add/subtracts
per clock cycle

The C674x devices are enhanced for code size improvement and floating-point performance. These
additional features include:

Hardware support for single-precision (32-bit) and double-precision (64-bit) IEEE floating-point
operations.

Execute packets can span fetch packets.

Register file size is increased to 64 registers (32 in each datapath).
Floating-point addition and subtraction capability in the .S unit.
Mixed-precision multiply instructions.

32 x 32-bit integer multiply with 32-bit or 64-bit result.

The VelociTl architecture of the C6000 platform of devices make them the first off-the-shelf DSPs to use
advanced VLIW to achieve high performance through increased instruction-level parallelism. A traditional
VLIW architecture consists of multiple execution units running in parallel, performing multiple instructions
during a single clock cycle. Parallelism is the key to extremely high performance, taking these DSPs well
beyond the performance capabilities of traditional superscalar designs. VelociTl is a highly deterministic
architecture, having few restrictions on how or when instructions are fetched, executed, or stored. It is this
architectural flexibility that is key to the breakthrough efficiency levels of the TMS320C6000 Optimizing
compiler. VelociTl's advanced features include:

Instruction packing: reduced code size

All instructions can operate conditionally: flexibility of code
Variable-width instructions: flexibility of data types

Fully pipelined branches: zero-overhead branching.
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1.3 DSP Architecture
Figure 1-1 is the block diagram for the C674x DSP. The C6000 devices come with program memory,
which, on some devices, can be used as a program cache. The devices also have varying sizes of data
memory. Peripherals such as a direct memory access (DMA) controller, power-down logic, and external
memory interface (EMIF) usually come with the CPU, while peripherals such as serial ports and host ports
are on only certain devices. Check the data sheet for your device to determine the specific peripheral
configurations you have.
Figure 1-1. TMS320C674x DSP Block Diagram
L1P Cache/SRAM
= Program Memory Controller (PMC)
Unified :
L2 Memory <—>| IDMA I Instruction Fetch
Cache/ [T Controller | I SPLOOP Buffer
SRAM (UMC) - ——
16/32-Bit Instruction Dispatch
Instruction Decode
Data Path A Data Path B
][ .L1|.81]|.m1|.D1(|| .D2|.M2| .82 .L2
| Register File A | | Register File B |
External
Memory 0 4 1[ 1[
Controller
(EMC) Interrupt
—> Data Memory & Exception
> Controller Controller
. (DMC) Power
) i’ Control
L1D Cache/SRAM
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Central Processing Unit (CPU)

The C674x CPU, in Figure 1-1 , contains:

» Program fetch unit

» 16/32 bit instruction dispatch unit, advanced instruction packing

* Instruction decode unit

» Two data paths, each with four functional units

* 64 32-bit registers

» Control registers

» Control logic

» Test, emulation, and interrupt logic

« Internal DMA (IDMA) for transfers between internal memories

The program fetch, instruction dispatch, and instruction decode units can deliver up to eight 32-bit
instructions to the functional units every CPU clock cycle. The processing of instructions occurs in each of
the two data paths (A and B), each of which contains four functional units (.L, .S, .M, and .D) and 32 32-bit
general-purpose registers. The data paths are described in more detail in Chapter 2. A control register file

provides the means to configure and control various processor operations. To understand how instructions
are fetched, dispatched, decoded, and executed in the data path, see Chapter 4.

Internal Memory

The DSP has a 32-bit, byte-addressable address space. Internal (on-chip) memory is organized in
separate data and program spaces. When off-chip memory is used, these spaces are unified on most
devices to a single memory space via the external memory interface (EMIF).

The DSP has a 256-bit read-only port to access internal program memory and two 256-bit ports (read and
write) to access internal data memory.

Memory and Peripheral Options

For an overview of the peripherals available on the C674x DSPs and OMAP-L1x Applications Processors,
refer to the TMS320C674x/OMAP-L1x Processor Peripherals Overview Reference Guide (SPRUFK9) or
to your device-specific data manual.
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This chapter focuses on the CPU, providing information about the data paths and control registers. The
two register files and the data cross paths are described.
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2.1 Introduction
The components of the data path for the CPU are shown in Figure 2-1. These components consist of:
» Two general-purpose register files (A and B)
» Eight functional units (.L1, .L2, .S1, .S2, .M1, .M2, .D1, and .D2)
» Two load-from-memory data paths (LD1 and LD2)
e Two store-to-memory data paths (ST1 and ST2)
e Two data address paths (DAL and DA2)
» Two register file data cross paths (1X and 2X)
2.2 General-Purpose Register Files
There are two general-purpose register files (A and B) in the CPU data paths. Each of these files contains
32 32-bit registers (A0—A31 for file A and BO—B31 for file B), as shown in Table 2-1. The general-purpose
registers can be used for data, data address pointers, or condition registers.
The DSP general-purpose register files support data ranging in size from packed 8-bit through 64-bit
fixed-point data. Values larger than 32 bits, such as 40-bit and 64-bit quantities, are stored in register
pairs. The 32 LSBs of data are placed in an even-numbered register and the remaining 8 or 32 MSBs in
the next upper register (that is always an odd-numbered register). Packed data types store either four 8-bit
values or two 16-bit values in a single 32-bit register, or four 16-bit values in a 64-bit register pair.
There are 32 valid register pairs for 40-bit and 64-bit data in the DSP cores. In assembly language syntax,
a colon between the register names denotes the register pair, and the odd-numbered register is specified
first.
Figure 2-2 shows the register storage scheme for 40-bit long data. Operations requiring a long input
ignore the 24 MSBs of the odd-numbered register. Operations producing a long result zero-fill the 24
MSBs of the odd-numbered register. The even-numbered register is encoded in the opcode.
26 CPU Data Paths and Control SPRUFE8B-July 2010
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General-Purpose Register Files

Figure 2-1. CPU Data Paths
srcl M 0odd E\{en
register register
file A file A
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src2 64
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—
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On .M unit, dst2 is 32 MSB.

On .M unit, dst1 is 32 MSB.

On .M unit, src2 is 64 bits.

On .L and .S units, odd dst connects to odd register files and even dst connects to even register files.
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Table 2-1. 40-Bit/64-Bit Register Pairs

Register Files

A B
A1:A0 B1:BO
A3:A2 B3:B2
A5:A4 B5:B4
AT:A6 B7:B6
A9:A8 B9:B8

A11:A10 B11:B10
Al13:A12 B13:B12
Al15:Al14 B15:B14
Al7:Al6 B17:B16
A19:A18 B19:B18
A21:A20 B21:B20
A23:A22 B23:B22
A25:A24 B25:B24
A27:A26 B27:B26
A29:A28 B29:B28
A31:A30 B31:B30

Figure 2-2. Storage Scheme for 40-Bit Data in a Register Pair

31 Odd register 8 7 0 31 Even register 0
Ignoreed | i
|
Read from registers l :
39 | 32 31 0l
! 40-bit data
|
Write to registers i :
Odd register 39 32 31 Even register 0 :

Zero filled

! 40-bit data
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2.3 Functional Units
The eight functional units in the C6000 data paths can be divided into two groups of four; each functional
unit in one data path is almost identical to the corresponding unit in the other data path. The functional
units are described in Table 2-2.
Most data lines in the CPU support 32-bit operands, and some support long (40-bit) and doubleword
(64-bit) operands. Each functional unit has its own 32-bit write port, so all eight units can be used in
parallel every cycle, into a general-purpose register file (refer to Figure 2-1). All units ending in 1 (for
example, .L1) write to register file A, and all units ending in 2 write to register file B. Each functional unit
has two 32-bit read ports for source operands srcl and src2. Four units (.L1, .L2, .S1, and .S2) have an
extra 8-bit-wide port for 40-bit long writes, as well as an 8-bit input for 40-bit long reads. Since each DSP
multiplier can return up to a 64-bit result, an extra write port has been added from the multipliers to the
register file.
See Appendix B for a list of the instructions that execute on each functional unit.
Table 2-2. Functional Units and Operations Performed
Functional Unit Fixed-Point Operations Floating-Point Operations
.L unit (.L1, .L2) 32/40-bit arithmetic and compare operations Arithmetic operations
32-bit logical operations DP — SP conversion operations
Leftmost 1 or O counting for 32 bits INT — DP conversion operations
Normalization count for 32 and 40 bits INT — SP conversion operations
Byte shifts
Data packing/unpacking
5-bit constant generation
Dual 16-bit arithmetic operations
Quad 8-bit arithmetic operations
Dual 16-bit minimum/maximum operations
Quad 8-bit minimum/maximum operations
.S unit (.S1, .S2) 32-bit arithmetic operations Compare
32/40-bit shifts and 32-bit bit-field operations Reciprocal and reciprocal square-root operations
32-bit logical operations Absolute value operations
Branches SP — DP conversion operations
Constant generation SP and DP adds and subtracts
Register transfers to/from control register file SP and DP reverse subtracts (src2 - srcl)
(.S2 only)
Byte shifts
Data packing/unpacking
Dual 16-bit compare operations
Quad 8-bit compare operations
Dual 16-bit shift operations
Dual 16-bit saturated arithmetic operations
Quad 8-bit saturated arithmetic operations
SPRUFE8B-July 2010 CPU Data Paths and Control 29
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Table 2-2. Functional Units and Operations Performed (continued)

Functional Unit Fixed-Point Operations Floating-Point Operations

.M unit (M1, .M2) 32 x 32-bit multiply operations Floating-point multiply operations
16 x 16-bit multiply operations Mixed-precision multiply operations
16 x 32-bit multiply operations

Quad 8 x 8-bit multiply operations

Dual 16 x 16-bit multiply operations

Dual 16 x 16-bit multiply with add/subtract
operations

Quad 8 x 8-bit multiply with add operation
Bit expansion

Bit interleaving/de-interleaving

Variable shift operations

Rotation

Galois Field Multiply

.D unit (.D1, .D2) 32-bit add, subtract, linear and circular address Load doubleword with 5-bit constant offset
calculation

Loads and stores with 5-bit constant offset

Loads and stores with 15-bit constant offset
(.D2 only)

Load and store doublewords with 5-bit constant
Load and store nonaligned words and doublewords
5-bit constant generation

32-bit logical operations

Register File Cross Paths

Each functional unit reads directly from and writes directly to the register file within its own data path. That
is, the .L1, .S1, .D1, and .M1 units write to register file A and the .L2, .S2, .D2, and .M2 units write to
register file B. The register files are connected to the opposite-side register file's functional units via the 1X
and 2X cross paths. These cross paths allow functional units from one data path to access a 32-bit
operand from the opposite side register file. The 1X cross path allows the functional units of data path A to
read their source from register file B, and the 2X cross path allows the functional units of data path B to
read their source from register file A.

On the DSP, all eight of the functional units have access to the register file on the opposite side, via a
cross path. The src2 inputs of .M1, .M2, .S1, .S2, .D1, and .D2 units are selectable between the cross
path and the same-side register file. In the case of .L1 and .L2, both srcl and src2 inputs are selectable
between the cross path and the same-side register file.

Only two cross paths, 1X and 2X, exist in the C6000 architecture. Thus, the limit is one source read from
each data path’s opposite register file per cycle, or a total of two cross path source reads per cycle. In the
DSP, two units on a side may read the same cross path source simultaneously.

On the DSP, a delay clock cycle is introduced whenever an instruction attempts to read a register via a
cross path that was updated in the previous cycle. This is known as a cross path stall. This stall is inserted
automatically by the hardware, no NOP instruction is needed. It should be noted that no stall is introduced
if the register being read is the destination for data placed by an LDx instruction. For more information see
Section 3.8.4. Techniques for avoiding this stall are discussed in the TMS320C6000 Programmers Guide

(SPRU198).
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2.5 Memory, Load, and Store Paths

The DSP supports doubleword loads and stores. There are four 32-bit paths for loading data from memory
to the register file. For side A, LD1a is the load path for the 32 LSBs and LD1b is the load path for the 32
MSBs. For side B, LD2a is the load path for the 32 LSBs and LD2b is the load path for the 32 MSBs.
There are also four 32-bit paths for storing register values to memory from each register file. For side A,
STla is the write path for the 32 LSBs and ST1b is the write path for the 32 MSBs. For side B, ST2a is
the write path for the 32 LSBs and ST2b is the write path for the 32 MSBs.

On the C6000 architecture, some of the ports for long and doubleword operands are shared between
functional units. This places a constraint on which long or doubleword operations can be scheduled on a
data path in the same execute packet. See Section 3.8.6.

2.6 Data Address Paths

The data address paths (DA1 and DA2) are each connected to the .D units in both data paths. This allows
data addresses generated by any one path to access data to or from any register.

The DAL and DA2 resources and their associated data paths are specified as T1 and T2, respectively. T1
consists of the DA1 address path and the LD1 and ST1 data paths. For the DSP, LD1 is comprised of
LD1la and LD1b to support 64-bit loads; ST1 is comprised of ST1la and ST1b to support 64-bit stores.
Similarly, T2 consists of the DA2 address path and the LD2 and ST2 data paths. For the DSP, LD2 is
comprised of LD2a and LD2b to support 64-bit loads; ST2 is comprised of ST2a and ST2b to support
64-bit stores.

The T1 and T2 designations appear in the functional unit fields for load and store instructions. For
example, the following load instruction uses the .D1 unit to generate the address but is using the LD2 path
resource from DA2 to place the data in the B register file. The use of the DA2 resource is indicated with
the T2 designation.

LDW . D1T2 *AQ[ 3], Bl

2.7 Galois Field

Modern digital communication systems typically make use of error correction coding schemes to improve
system performance under imperfect channel conditions. The scheme most commonly used is the
Reed-Solomon code, due to its robustness against burst errors and its relative ease of implementation.

The DSP contains Galois field multiply hardware that is used for Reed-Solomon encode and decode
functions. To understand the relevance of the Galois field multiply hardware, it is necessary to first define
some mathematical terms.

Two kinds of number systems that are common in algorithm development are integers and real humbers.
For integers, addition, subtraction, and multiplication operations can be performed. Division can also be
performed, if a nonzero remainder is allowed. For real numbers, all four of these operations can be
performed, even if there is a nonzero remainder for division operations.

Real numbers can belong to a mathematical structure called a field. A field consists of a set of data
elements along with addition, subtraction, multiplication, and division. A field of integers can also be
created if modulo arithmetic is performed.

An example is doing arithmetic using integers modulo 2. Perform the operations using normal integer
arithmetic and then take the result modulo 2. Table 2-3 illustrates addition, subtraction, and multiplication

modulo 2.
Table 2-3. Modulo 2 Arithmetic
Addition Subtraction Multiplication
+ 0 1 0 1 X 0 1
0 0 1 0 0 1 0 0 0
1 1 0 1 1 0 1 0 1
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Note that addition and subtraction results are the same, and in fact are equivalent to the XOR
(exclusive-OR) operation in binary. Also, the multiplication result is equal to the AND operation in binary.
These properties are unique to modulo 2 arithmetic, but modulo 2 arithmetic is used extensively in error
correction coding. Another more general property is that division by any nonzero element is now defined.
Division can always be performed, if every element other than zero has a multiplicative inverse:

xxxl=1

Another example, arithmetic modulo 5, illustrates this concept more clearly. The addition, subtraction, and
multiplication tables are given in Table 2-4.

Table 2-4. Modulo 5 Arithmetic

Addition Subtraction Multiplication
+ 0 1 2 3 4 - 0 1 2 3 4 x 0 1 2 3 4
0 0 1 2 3 4 0 0 4 3 2 1 0 0 0 0 0 0
1 1 2 3 4 0 1 1 0 4 3 2 1 0 1 2 3 4
2 2 3 4 0 1 2 2 1 0 4 3 2 0 2 4 1 3
3 3 4 0 1 2 3 3 2 1 0 4 3 0 3 1 4 2
4 4 0 1 2 3 4 4 3 2 1 0 4 0 4 3 2 1

In the rows of the multiplication table, element 1 appears in every nonzero row and column. Every nonzero
element can be multiplied by at least one other element for a result equal to 1. Therefore, division always
works and arithmetic over integers modulo 5 forms a field. Fields generated in this manner are called finite
fields or Galois fields and are written as GF(X), such as GF(2) or GF(5). They only work when the
arithmetic performed is modulo a prime number.

Galois fields can also be formed where the elements are vectors instead of integers if polynomials are
used. Finite fields, therefore, can be found with a number of elements equal to any power of a prime
number. Typically, we are interested in implementing error correction coding systems using binary
arithmetic. All of the fields that are dealt with in Reed Solomon coding systems are of the form GF(2™).
This allows performing addition using XORs on the coefficients of the vectors, and multiplication using a
combination of ANDs and XORs.

A final example considers the field GF(22), which has 8 elements. This can be generated by arithmetic
modulo the (irreducible) polynomial P(x) = x* + x + 1. Elements of this field look like vectors of three bits.
Table 2-5 shows the addition and multiplication tables for field GF(23).

Note that the value 1 (001) appears in every nonzero row of the multiplication table, which indicates that
this is a valid field.

The channel error can now be modeled as a vector of bits, with a one in every bit position that an error
has occurred, and a zero where no error has occurred. Once the error vector has been determined, it can
be subtracted from the received message to determine the correct code word.

The Galois field multiply hardware on the DSP is named GMPY4. The GMPY4 instruction performs four
parallel operations on 8-bit packed data on the .M unit. The Galois field multiplier can be programmed to
perform all Galois multiplies for fields of the form GF(2™), where m can range between 1 and 8 using any
generator polynomial. The field size and the polynomial generator are controlled by the Galois field
polynomial generator function register (GFPGFR).

In addition to the GMPY4 instruction, the C674x DSP has the GMPY instruction that uses either the
GPLYA or GPLYB control register as a source for the polynomial (depending on whether the A or B side
functional unit is used) and produces a 32-bit result.

The GFPGFR, shown in Figure 2-6 and described in Table 2-10, contains the Galois field polynomial
generator and the field size control bits. These bits control the operation of the GMPY4 instruction.
GFPGFR can only be set via the MVC instruction. The default function after reset for the GMPY4
instruction is field size = 7h and polynomial = 1Dh.
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Galois Field

2.7.1 Special Timing Considerations

If the next execute packet after an MVC instruction that changes the GFPGFR value contains a GMPY4
instruction, then the GMPY4 is controlled by the newly loaded GFPGFR value.

Table 2-5. Modulo Arithmetic for Field GF(2°)

Addition

+ 000 001 010 011 100 101 110 111
000 000 001 010 011 100 101 110 111
001 001 000 011 010 101 100 111 110
010 010 011 000 001 110 111 100 101
011 011 010 001 000 111 110 101 100
100 100 101 110 111 000 001 010 011
101 101 100 111 110 001 000 011 010
110 110 111 100 101 010 011 000 001
111 111 110 101 100 011 010 001 000

Multiplication

X 000 001 010 011 100 101 110 111
000 000 000 000 000 000 000 000 000
001 000 001 010 011 100 101 110 111
010 000 010 100 110 011 001 111 101
011 000 011 110 101 111 100 001 010
100 000 100 011 111 110 010 101 001
101 000 101 001 100 010 111 011 110
110 000 110 111 001 101 011 010 100
111 000 111 101 010 001 110 100 011
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2.8 Control Register File

Table 2-6 lists the control registers contained in the control register file.

Table 2-6. Control Registers

Acronym Register Name Section

AMR Addressing mode register Section 2.8.3
CSR Control status register Section 2.8.4
GFPGFR Galois field multiply control register Section 2.8.5
ICR Interrupt clear register Section 2.8.6
IER Interrupt enable register Section 2.8.7
IFR Interrupt flag register Section 2.8.8
IRP Interrupt return pointer register Section 2.8.9
ISR Interrupt set register Section 2.8.10
ISTP Interrupt service table pointer register Section 2.8.11
NRP Nonmaskable interrupt return pointer register Section 2.8.12
PCE1 Program counter, E1 phase Section 2.8.13

Control Register File Extensions
DIER Debug interrupt enable register Section 2.9.1
DNUM DSP core number register Section 2.9.2
ECR Exception clear register Section 2.9.3
EFR Exception flag register Section 2.9.4
GPLYA GMPY A-side polynomial register Section 2.9.5
GPLYB GMPY B-side polynomial register Section 2.9.6
IERR Internal exception report register Section 2.9.7
ILC Inner loop count register Section 2.9.8
ITSR Interrupt task state register Section 2.9.9
NTSR NMI/Exception task state register Section 2.9.10
REP Restricted entry point address register Section 2.9.11
RILC Reload inner loop count register Section 2.9.12
SSR Saturation status register Section 2.9.13
TSCH Time-stamp counter (high 32) register Section 2.9.14
TSCL Time-stamp counter (low 32) register Section 2.9.14
TSR Task state register Section 2.9.15
Control Register File Extensions for Floating-point Operations

FADCR Floating-point adder configuration register Section 2.10.1
FAUCR Floating-point auxiliary configuration register Section 2.10.2
FMCR Floating-point multiplier configuration register Section 2.10.3
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28.1

2.8.2

Register Addresses for Accessing the Control Registers

Table 3-27 lists the register addresses for accessing the control register file. One unit (.S2) can read from
and write to the control register file. Each control register is accessed by the MVC instruction. See the
MVC instruction description (see MVC) for information on how to use this instruction.

Additionally, some of the control register bits are specially accessed in other ways. For example, arrival of
a maskable interrupt on an external interrupt pin, INTm, triggers the setting of flag bit IFRm. Subsequently,
when that interrupt is processed, this triggers the clearing of IFRm and the clearing of the global interrupt
enable bit, GIE. Finally, when that interrupt processing is complete, the B IRP instruction in the interrupt
service routine restores the pre-interrupt value of the GIE. Similarly, saturating instructions like SADD set
the SAT (saturation) bit in the control status register (CSR).

On the CPU, access to some of the registers is restricted when in User mode. See Chapter 8 for more
information.

Pipeline/Timing of Control Register Accesses

All MVC instructions are single-cycle instructions that complete their access of the explicitly named
registers in the E1 pipeline phase. This is true whether MVC is moving a general register to a control
register, or conversely. In all cases, the source register content is read, moved through the .S2 unit, and
written to the destination register in the E1 pipeline phase.

Pipeline Stage E1l

Read src2
Written dst
Unit in use .S2

Even though MVC modifies the particular target control register in a single cycle, it can take extra clocks
to complete modification of the non-explicitly named register. For example, the MVC cannot modify bits in
the IFR directly. Instead, MVC can only write 1's into the ISR or the ICR to specify setting or clearing,
respectively, of the IFR bits. MVC completes this ISR/ICR write in a single (E1) cycle but the modification
of the IFR bits occurs one clock later. For more information on the manipulation of ISR, ICR, and IFR, see
Section 2.8.10, Section 2.8.6, and Section 2.8.8 .

Saturating instructions, such as SADD, set the saturation flag bit (SAT) in CSR indirectly. As a result,
several of these instructions update the SAT bit one full clock cycle after their primary results are written to
the register file. For example, the SMPY instruction writes its result at the end of pipeline stage E2; its
primary result is available after one delay slot. In contrast, the SAT bit in CSR is updated one cycle later
than the result is written; this update occurs after two delay slots. (For the specific behavior of an
instruction, refer to the description of that individual instruction).

The B IRP and B NRP instructions directly update the GIE and NMIE bits, respectively. Because these
branches directly modify CSR and IER, respectively, there are no delay slots between when the branch is
issued and when the control register updates take effect.
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2.8.3

Addressing Mode Register (AMR)

For each of the eight registers (A4-A7, B4-B7) that can perform linear or circular addressing, the
addressing mode register (AMR) specifies the addressing mode. A 2-bit field for each register selects the
address modification mode: linear (the default) or circular mode. With circular addressing, the field also
specifies which BK (block size) field to use for a circular buffer. In addition, the buffer must be aligned on a
byte boundary equal to the block size. The mode select fields and block size fields are shown in

Figure 2-3 and described in Table 2-7.

Figure 2-3. Addressing Mode Register (AMR)

31 26 25 21 20 16
] Reserved [ BK1 | BKO \
R-0 RIW-0 RIW-0
15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
| B7 MODE B6 MODE B5 MODE | B4 MODE A7MODE | A6MODE | A5MODE A4 MODE |
RIW-0 RIW-0 RIW-0 RIW-0 RIW-0 RIW-0 RIW-0 RIW-0

LEGEND: R = Readable by the MVC instruction; W = Writeable by the MVC instruction; -n = value after reset

Table 2-7. Addressing Mode Register (AMR) Field Descriptions

Bit Field Value |Description
31-26 | Reserved 0 Reserved. The reserved bit location is always read as 0. A value written to this field has no effect.
25-21 | BK1 0-1Fh | Block size field 1. A 5-bit value used in calculating block sizes for circular addressing. Table 2-8 shows
block size calculations for all 32 possibilities.
Block size (in bytes) = 289 | where N is the 5-bit value in BK1
20-16 | BKO 0-1Fh | Block size field 0. A 5-bit value used in calculating block sizes for circular addressing. Table 2-8 shows
block size calculations for all 32 possibilities.
Block size (in bytes) = 2™ | where N is the 5-bit value in BKO
15-14 | B7 MODE 0-3h | Address mode selection for register file B7.
0 Linear modification (default at reset)
1h Circular addressing using the BKO field
2h Circular addressing using the BK1 field
3h Reserved
13-12 | B6 MODE 0-3h | Address mode selection for register file B6.
0 Linear modification (default at reset)
1h Circular addressing using the BKO field
2h Circular addressing using the BK1 field
3h Reserved
11-10 |B5 MODE 0-3h | Address mode selection for register file B5.
0 Linear modification (default at reset)
1h Circular addressing using the BKO field
2h Circular addressing using the BK1 field
3h Reserved
9-8 B4 MODE 0-3h | Address mode selection for register file B4.
0 Linear modification (default at reset)
1h Circular addressing using the BKO field
2h Circular addressing using the BK1 field
3h Reserved
7-6 | A7 MODE 0-3h | Address mode selection for register file A7.
0 Linear modification (default at reset)
1h Circular addressing using the BKO field
2h Circular addressing using the BK1 field
3h Reserved
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Table 2-7. Addressing Mode Register (AMR) Field Descriptions (continued)

Bit Field Value | Description
5-4 | A6 MODE 0-3h | Address mode selection for register file A6.
0 Linear modification (default at reset)

1h Circular addressing using the BKO field

2h Circular addressing using the BK1 field

3h Reserved

3-2 A5 MODE 0-3h | Address mode selection for register file a5.
0 Linear modification (default at reset)

1h Circular addressing using the BKO field

2h Circular addressing using the BK1 field

3h Reserved

1-0 | A4 MODE 0-3h | Address mode selection for register file A4.
0 Linear modification (default at reset)

1h Circular addressing using the BKO field
2h Circular addressing using the BK1 field

3h Reserved

Table 2-8. Block Size Calculations

BKn Value Block Size BKn Value Block Size
00000 2 10000 131072
00001 4 10001 262144
00010 8 10010 524 288
00011 16 10011 1048576
00100 32 10100 2097 152
00101 64 10101 4194 304
00110 128 10110 8388 608
00111 256 10111 16 777 216
01000 512 11000 33554432
01001 1024 11001 67 108 864
01010 2048 11010 134217728
01011 4096 11011 268 435 456
01100 8192 11100 536 870912
01101 16 384 11101 1073741824
01110 32768 11110 2147 483 648
01111 65 536 11111 4294 967 296
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2.8.4 Control Status Register (CSR)

The control status register (CSR) contains control and status bits. The CSR is shown in Figure 2-4 and
described in Table 2-9. For the PWRD, EN, PCC, and DCC fields, see the device-specific datasheet to
see if it supports the options that these fields control. The PCC and DCC fields are ignored on the
C674x CPU.

The power-down modes and their wake-up methods are programmed by the PWRD field (bits 15-10) of
CSR. The PWRD field of CSR is shown in Figure 2-5. When writing to CSR, all bits of the PWRD field
should be configured at the same time. A logic 0 should be used when writing to the reserved bit (bit 15)
of the PWRD field.

The PWRD, PCC, DCC, and PGIE fields cannot be written in User mode. The PCC and DCC fields can
only be modified in Supervisor mode. See Chapter 8 for more information.

Figure 2-4. Control Status Register (CSR)

31 24 23 16
\ CPU ID | REVISION ID |
R-x® R-x®
15 10 9 8 7 5 4 2 1 0
] PWRD SAT [ EN | PCC DCC PGIE | GIE |
RISW-0 RIWC-0  R-x RISW-0 RISW-0 RISW-0 R/W-0

LEGEND: R = Readable by the MVC instruction; W = Writeable by the MVC instruction; SW = Writeable by the MVC instruction only in
supervisor mode; WC = Bit is cleared on write; -n = value after reset; -x = value is indeterminate after reset

@ See the device-specific datasheet for the default value of this field.

Figure 2-5. PWRD Field of Control Status Register (CSR)

15 14 13 12 11 10
Reserved Enabled or nonenabled interrupt wake ‘ Enabled interrupt wake | PD3 | PD2 PD1
R/SW-0 R/SW-0 R/SW-0 R/SW-0 R/SW-0 R/SW-0

LEGEND: R = Readable by the MVC instruction; W = Writeable by the MVC instruction; -n = value after reset; SW = Writeable by the MVC
instruction only in supervisor mode; -n = value after reset

Table 2-9. Control Status Register (CSR) Field Descriptions

Bit Field Value Description
31-24 |CPUID 0-FFh Identifies the CPU of the device. Not writable by the MVC instruction.
0-13h Reserved
14h C674x CPU
15h-FFh | Reserved

23-16 | REVISION ID 0-FFh Identifies silicon revision of the CPU. For the most current silicon revision information, see the
device-specific datasheet. Not writable by the MVC instruction.
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Table 2-9. Control Status Register (CSR) Field Descriptions (continued)

Bit Field Value Description
15-10 | PWRD 0-3Fh Power-down mode field. See Figure 2-5. Writable by the MVC instruction only in Supervisor
mode.
0 No power-down.
1h-8h Reserved
9h Power-down mode PD1; wake by an enabled interrupt.
Ah-10h Reserved
11h Power-down mode PD1; wake by an enabled or nonenabled interrupt.
12h-19h | Reserved
1Ah Power-down mode PD2; wake by a device reset.
1Bh Reserved
1Ch Power-down mode PD3; wake by a device reset.
1D-3Fh Reserved
9 SAT Saturate bit. Can be cleared only by the MVC instruction and can be set only by a functional

unit. The set by a functional unit has priority over a clear (by the MVC instruction), if they occur
on the same cycle. The SAT bit is set one full cycle (one delay slot) after a saturate occurs. The
SAT bit will not be modified by a conditional instruction whose condition is false.

No functional units generated saturated results.

1 One or more functional units performed an arithmetic operation which resulted in saturation.
8 EN Endian mode. Not writable by the MVC instruction.
0 Big endian
1 Little endian
7-5 pPCC 0-7h Program cache control mode. This field is ignored on the C674x CPU.
0-7h Reserved
4-2 DCC 0-7h Data cache control mode. This field is ignored on the C674x CPU.
0-7h Reserved
1 PGIE Previous GIE (global interrupt enable). This bit contains a copy of the GIE bit at the point when

interrupt is taken. It is physically the same bit as GIE bit in the interrupt task state register
(ITSR). Writeable by the MVC instruction only in Supervisor mode; not writable in User mode.

Interrupts will be disabled after return from interrupt.
1 Interrupts will be enabled after return from interrupt.

0 GIE Global interrupt enable. Physically the same bit as GIE bit in the task state register (TSR).
Writable by the MVC instruction in Supervisor and User mode. See Section 5.2 for details on
how the GIE bit affects interruptibility.

Disables all interrupts, except the reset interrupt and NMI (nonmaskable interrupt).

1 Enables all interrupts.
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2.8.5 Galois Field Polynomial Generator Function Register (GFPGFR)

The Galois field polynomial generator function register (GFPGFR) controls the field size and the Galois
field polynomial generator of the Galois field multiply hardware. The GFPGFR is shown in Figure 2-6 and
described in Table 2-10. The Galois field is described in Section 2.7.

Figure 2-6. Galois Field Polynomial Generator Function Register (GFPGFR)

31 27 26 24 23 16
\ Reserved \ SIZE \ Reserved \
R-0 R/W-7h R-0
15 8 7 0
‘ Reserved ‘ POLY ‘
R-0 R/W-1Dh

LEGEND: R = Readable by the MVC instruction; W = Writeable by the MVC instruction; -n = value after reset

Table 2-10. Galois Field Polynomial Generator Function Register (GFPGFR) Field Descriptions

Bit Field Value | Description
31-27 | Reserved 0 Reserved. The reserved bit location is always read as 0. A value written to this field has no effect.
26-24 | SIZE 0-7h | Field size.
23-8 | Reserved 0 Reserved. The reserved bit location is always read as 0. A value written to this field has no effect.
7-0 POLY 0-FFh | Polynomial generator.
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2.8.6 Interrupt Clear Register (ICR)

The interrupt clear register (ICR) allows you to manually clear the maskable interrupts (INT15-INT4) in the
interrupt flag register (IFR). Writing a 1 to any of the bits in ICR causes the corresponding interrupt flag
(IFn) to be cleared in IFR. Writing a 0 to any bit in ICR has no effect. Incoming interrupts have priority and
override any write to ICR. You cannot set any bit in ICR to affect NMI or reset. The ISR is shown in
Figure 2-7 and described in Table 2-11. See Chapter 5 for more information on interrupts.

NOTE: Any write to ICR (by the MVC instruction) effectively has one delay slot because the results
cannot be read (by the MVC instruction) in IFR until two cycles after the write to ICR.

Any write to ICR is ignored by a simultaneous write to the same bit in the interrupt set
register (ISR).

Figure 2-7. Interrupt Clear Register (ICR)

31 16
’ Reserved ‘
R-0
15 14 13 12 11 10 9 8 7 6 5 4 3 0
ic15 | 1c14 [ ic13 [ ici2 | icit [icio | ico | ic8 [ ic7 | ice | ics | ica | Reserved
W-0 W-0 W-0 W-0 W-0 W-0 W-0 W-0 W-0 W-0 W-0 W-0 R-0
LEGEND: R = Read only; W = Writeable by the MVC instruction; -n = value after reset
Table 2-11. Interrupt Clear Register (ICR) Field Descriptions
Bit Field Value | Description
31-16 | Reserved 0 Reserved. The reserved bit location is always read as 0. A value written to this field has no effect.
15-4 |ICn Interrupt clear.
Corresponding interrupt flag (IFn) in IFR is not cleared.
Corresponding interrupt flag (IFn) in IFR is cleared.
3-0 Reserved Reserved. The reserved bit location is always read as 0. A value written to this field has no effect.
CPU Data Paths and Control 41
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2.8.7 |Interrupt Enable Register (IER)

The interrupt enable register (IER) enables and disables individual interrupts. The IER is shown in

Figure 2-8 and described in Table 2-12.

The IER is not accessible in User mode. See Section 8.2.4.1 for more information. See Chapter 5 for

more information on interrupts.

Figure 2-8. Interrupt Enable Register (IER)

31 16
‘ Reserved ‘
R-0
15 14 12 11 10 9 8 7 6 5 4 3 2 1 0
| E15 | 1E14 [ 1E13 [ 1E12 | 1E11 [ E10 | 1EQ | IE8 [ 1IE7 | 1IE6 | IES | IE4 | Reserved |[NMIE| 1 |
RW-0 RW-0 RMW-0 RMW-0 RW-O RW-0 RMW-0 RW-0 RW-0 RMW-0 RMW-0 RW-0 R-0 RW-0 R-1

LEGEND: R = Readable by the MVC instruction; W = Writeable by the MVC instruction; -n = value after reset

Table 2-12. Interrupt Enable Register (IER) Field Descriptions

Bit Field Value | Description
31-16 | Reserved 0 Reserved. The reserved bit location is always read as 0. A value written to this field has no effect.
15-4 |IEn Interrupt enable. An interrupt triggers interrupt processing only if the corresponding bit is set to 1.
Interrupt is disabled.
Interrupt is enabled.
3-2 Reserved Reserved. The reserved bit location is always read as 0. A value written to this field has no effect.
1 NMIE Nonmaskable interrupt enable. An interrupt triggers interrupt processing only if the bit is set to 1.
The NMIE bit is cleared at reset. After reset, you must set the NMIE bit to enable the NMI and to allow
INT15-INT4 to be enabled by the GIE bit in CSR and the corresponding IER bit. You cannot manually
clear the NMIE bit; a write of O has no effect. The NMIE bit is also cleared by the occurrence of an NMI.
All nonreset interrupts are disabled.
All nonreset interrupts are enabled. The NMIE bit is set only by completing a B NRP instruction or by a
write of 1 to the NMIE bit.
0 1 1 Reset interrupt enable. You cannot disable the reset interrupt.
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2.8.8 Interrupt Flag Register (IFR)

The interrupt flag register (IFR) contains the status of INT4-INT15 and NMI interrupt. Each corresponding
bit in the IFR is set to 1 when that interrupt occurs; otherwise, the bits are cleared to 0. If you want to
check the status of interrupts, use the MVC instruction to read the IFR. (See the MVC instruction
description ( see MVC) for information on how to use this instruction.) The IFR is shown in Figure 2-9 and
described in Table 2-13. See Chapter 5 for more information on interrupts.

Figure 2-9. Interrupt Flag Register (IFR)

31 16
‘ Reserved ‘
R-0
15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
| iF15 | IF14 [ k23 | k12 | k11 | F1o | F9 | iF8 [ IF7 | IF6 | IF5 | IF4 | Reseved | NMIF| 0 |
RO RO RO RO RO RO RO RO RO RO RO RO R-0 RO R0

LEGEND: R = Readable by the MVC instruction; -n = value after reset

Table 2-13. Interrupt Flag Register (IFR) Field Descriptions

Bit Field Value | Description
31-16 | Reserved 0 Reserved. The reserved bit location is always read as 0. A value written to this field has no effect.
15-4 | IFn Interrupt flag. Indicates the status of the corresponding maskable interrupt. An interrupt flag may be

manually set by setting the corresponding bit (ISn) in the interrupt set register (ISR) or manually cleared
by setting the corresponding bit (ICn) in the interrupt clear register (ICR).

Interrupt has not occurred.
Interrupt has occurred.

3-2 Reserved 0 Reserved. The reserved bit location is always read as 0. A value written to this field has no effect.
1 NMIF Nonmaskable interrupt flag.
0 Interrupt has not occurred.

Interrupt has occurred.

0 0 0 Reset interrupt flag.

2.8.9 Interrupt Return Pointer Register (IRP)

The interrupt return pointer register (IRP) contains the return pointer that directs the CPU to the proper
location to continue program execution after processing a maskable interrupt. A branch using the address
in IRP (B IRP) in your interrupt service routine returns to the program flow when interrupt servicing is
complete. The IRP is shown in Figure 2-10.

The IRP contains the 32-bit address of the first execute packet in the program flow that was not executed
because of a maskable interrupt. Although you can write a value to IRP, any subsequent interrupt
processing may overwrite that value.

See Chapter 5 for more information on interrupts.

Figure 2-10. Interrupt Return Pointer Register (IRP)
31 0
IRP
R/W-x
LEGEND: R = Readable by the MVC instruction; W = Writeable by the MVC instruction; -x = value is indeterminate after reset
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2.8.10 Interrupt Set Register (ISR)

The interrupt set register (ISR) allows you to manually set the maskable interrupts (INT15-INT4) in the
interrupt flag register (IFR). Writing a 1 to any of the bits in ISR causes the corresponding interrupt flag
(IFn) to be set in IFR. Writing a 0 to any bit in ISR has no effect. You cannot set any bit in ISR to affect
NMI or reset. The ISR is shown in Figure 2-11 and described in Table 2-14. See Chapter 5 for more
information on interrupts.

NOTE: Any write to ISR (by the MVC instruction) effectively has one delay slot because the results
cannot be read (by the MVC instruction) in IFR until two cycles after the write to ISR.

Any write to the interrupt clear register (ICR) is ignored by a simultaneous write to the same

bit in ISR.
Figure 2-11. Interrupt Set Register (ISR)
31 16
’ Reserved ‘
R-0

15 14 13 12 11 10 9 8 7 6 5 4 3 0
| 1515 | 1s14 | 1s13 | 1s12 | 1s11 [ is10 | 1s9 | 1s8 [ is7 | 1s6 | 1s5 | is4 | Reserved |
WO WO W0 W-0 W0 W0 W0 W0 W0 W0 W0 WO R-0

LEGEND: R = Read only; W = Writeable by the MVC instruction; -n = value after reset

Table 2-14. Interrupt Set Register (ISR) Field Descriptions

Bit Field Value | Description
31-16 | Reserved 0 Reserved. The reserved bit location is always read as 0. A value written to this field has no effect.
15-4 |ISn Interrupt set.

Corresponding interrupt flag (IFn) in IFR is not set.
Corresponding interrupt flag (IFn) in IFR is set.

3-0 Reserved 0 Reserved. The reserved bit location is always read as 0. A value written to this field has no effect.
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2.8.11 Interrupt Service Table Pointer Register (ISTP)

The interrupt service table pointer register (ISTP) is used to locate the interrupt service routine (ISR). The
ISTB field identifies the base portion of the address of the interrupt service table (IST) and the HPEINT
field identifies the specific interrupt and locates the specific fetch packet within the IST. The ISTP is shown
in Figure 2-12 and described in Table 2-15. See Section 5.1.2.2 for a discussion of the use of the ISTP.

The ISTP is not accessible in User mode. See Section 8.2.4.1 for more information. See Chapter 5 for
more information on interrupts.

Figure 2-12. Interrupt Service Table Pointer Register (ISTP)

31 16
] ISTB \
RIW-S
15 10 9 5 4 3 2 1 0
\ ISTB HPEINT | o] o | o | o | o |
RIW-S R-0 RO RO RO RO RO

LEGEND: R = Readable by the MVC instruction; W = Writeable by the MVC instruction; -n = value after reset; S = See the device-specific
data manual for the default value of this field after reset

Table 2-15. Interrupt Service Table Pointer Register (ISTP) Field Descriptions

Bit Field Value Description

31-10 |ISTB 0-3F FFFFh Interrupt service table base portion of the IST address. This field is cleared to a device-specific
default value on reset; therefore, upon startup the IST must reside at this specific address. See
the device-specific data manual for more information. After reset, you can relocate the IST by
writing a new value to ISTB. If relocated, the first ISFP (corresponding to RESET) is never
executed via interrupt processing, because reset clears the ISTB to its default value. See
Example 5-1.

9-5 HPEINT 0-1Fh Highest priority enabled interrupt that is currently pending. This field indicates the number
(related bit position in the IFR) of the highest priority interrupt (as defined in Table 5-1) that is
enabled by its bit in the IER. Thus, the ISTP can be used for manual branches to the highest
priority enabled interrupt. If no interrupt is pending and enabled, HPEINT contains the value 0.
The corresponding interrupt need not be enabled by NMIE (unless it is NMI) or by GIE.

4-0 |0 0 Cleared to 0 (fetch packets must be aligned on 8-word (32-byte) boundaries).

2.8.12 Nonmaskable Interrupt (NMI) Return Pointer Register (NRP)

The NMI return pointer register (NRP) contains the return pointer that directs the CPU to the proper
location to continue program execution after NMI processing. A branch using the address in NRP (B NRP)
in your interrupt service routine returns to the program flow when NMI servicing is complete. The NRP is
shown in Figure 2-13.

The NRP contains the 32-bit address of the first execute packet in the program flow that was not executed
because of a nonmaskable interrupt. Although you can write a value to NRP, any subsequent interrupt
processing may overwrite that value.

See Chapter 5 for more information on interrupts. See Chapter 6 for more information on exceptions.

Figure 2-13. NMI Return Pointer Register (NRP)
31 0
NRP
R/W-x
LEGEND: R = Readable by the MVC instruction; W = Writeable by the MVC instruction; -x = value is indeterminate after reset
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2.8.13 E1 Phase Progra

m Counter (PCE1)

The E1 phase program counter (PCE1), shown in Figure 2-14, contains the 32-bit address of the fetch

packet in the E1 pipeli

31

ne phase.

Figure 2-14. E1 Phase Program Counter (PCE1)

PCE1

LEGEND: R = Readable by the MVC instruction; -x = value is indeterminate after reset

2.9 Control Register Fi

Table 2-16 lists the additional control registers in the DSP.

R-x

le Extensions

Table 2-16. Control Register File Extensions

Acronym Register Name Section
DIER Debug interrupt enable register Section 2.9.1
DNUM DSP core number register Section 2.9.2
ECR Exception clear register Section 2.9.3
EFR Exception flag register Section 2.9.4
GPLYA GMPY polynomial for A side register Section 2.9.5
GPLYB GMPY polynomial for B side register Section 2.9.6
IERR Internal exception report register Section 2.9.7
ILC Inner loop count register Section 2.9.8
ITSR Interrupt task state register Section 2.9.9
NTSR NMI/Exception task state register Section 2.9.10
REP Restricted entry point register Section 2.9.11
RILC Reload inner loop count register Section 2.9.12
SSR Saturation status register Section 2.9.13
TSCH Time stamp counter register—high half of 64 bit Section 2.9.14
TSCL Time stamp counter register—low half of 64 bit Section 2.9.14
TSR Task state register Section 2.9.15
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2.9.1 Debug Interrupt Enable Register (DIER)

The debug interrupt enable register (DIER) is used to designate which interrupts and exceptions are
treated as high-priority interrupts when operating in real-time emulation mode. The DIER is shown in
Figure 2-15 and described in Table 2-17.

Figure 2-15. Debug Interrupt Enable Register (DIER)

31 30 29 16
| NMI_| EXCEP | Reserved |
RW-0  R/W-0 R-0

15 14 13 12 11 10 9 8 7 6 5 4 3 2 1 0
[INT15 [ INT14 [ INT23 [ INT22 [ INT22 [ INT20 | INTQ [ INT8 [ INT7 | INT6 | INTS | INT4 | Reserved | WSEL | Rsvd |
RW-0 RW-0 RMW-0 RW-0 RW-0 RW-0 RW-0 RW-0 RW-0 RMW-0 RW-0 R/MW-0 R-0 RIW-0 R/W-0

LEGEND: R = Readable by the MVC instruction; W = Writeable by the MVC instruction; -n = value after reset

Table 2-17. Debug Interrupt Enable Register (DIER) Field Descriptions

Bit Field Value | Description
31 NMI Nonmaskable interrupt (NMI).
1 Designate NMI as high-priority interrupt.
30 EXCEP Maskable external exception (EXCEP).
Designate EXCEP as high-priority interrupt.
29-16 | Reserved 0 Reserved
15 INT15 Maskable interrupt 15 (INT15).
1 Designate INT15 as high-priority interrupt.
14 INT14 Maskable interrupt 14 (INT14).
1 Designate INT14 as high-priority interrupt.
13 INT13 Maskable interrupt 13 (INT13).
1 Designate INT13 as high-priority interrupt.
12 INT12 Maskable interrupt 12 (INT12).
1 Designate INT12 as high-priority interrupt.
11 INT11 Maskable interrupt 11 (INT11).
1 Designate INT11 as high-priority interrupt.
10 INT10 Maskable interrupt 10 (INT10).
1 Designate INT10 as high-priority interrupt.
9 INT9 Maskable interrupt 9 (INT9).
1 Designate INT9 as high-priority interrupt.
8 INT8 Maskable interrupt 8 (INT8).
1 Designate INT8 as high-priority interrupt.
7 INT7 Maskable interrupt 7 (INT7).
1 Designate INT7 as high-priority interrupt.
6 INT6 Maskable interrupt 6 (INT6).
1 Designate INT6 as high-priority interrupt.
5 INT5 Maskable interrupt 5 (INT5).
1 Designate INT5 as high-priority interrupt.
4 INT4 Maskable interrupt 4 (INT4).
Designate INT4 as high-priority interrupt.
3-2 Reserved 0 Reserved
1 WSEL Write control select. This bit must be cleared to 0 to modify bits 31-2.
Bits 31-2 can be modified.
0 Reserved 0 Reserved
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2.9.2 DSP Core Number Register (DNUM)

Multiple CPUs may be used in a system. The DSP core number register (DNUM), provides an identifier to
shared resources in the system which identifies which CPU is accessing those resources. The contents of
this register are set to a specific value (depending on the device) at reset. See your device-specific data
manual for the reset value of this register. The DNUM is shown in Figure 2-16.

Figure 2-16. DSP Core Number Register (DNUM)
31 16
\ Reserved
R-0

15 8 7 0
’ Reserved DSP number ‘
R-0 R-S

LEGEND: R = Readable by the MVC instruction; -n = value after reset; S = See the device-specific data manual for the default value of this
field after reset

2.9.3 Exception Clear Register (ECR)

The exception clear register (ECR) is used to clear individual bits in the exception flag register (EFR).
Writing a 1 to any bit in ECR clears the corresponding bit in EFR.

The ECR is not accessible in User mode. See Section 8.2.4.1 for more information. See Chapter 6 for
more information on exceptions.
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2.9.4 Exception Flag Register (EFR)

The exception flag register (EFR) contains bits that indicate which exceptions have been detected.
Clearing the EFR bits is done by writing a 1 to the corresponding bit position in the exception clear register
(ECR). Writing a 0 to the bits in this register has no effect. The EFR is shown in Figure 2-17 and
described in Table 2-18.

The EFR is not accessible in User mode. See Section 8.2.4.1 for more information. See Chapter 6 for

more information on exceptions.

Figure 2-17. Exception Flag Register (EFR)

31 30
[ NXF | ExF | Reserved \
RIW-0  R/W-0 R-0
15 2 1
\ Reserved | IXF [ sxF |
R-0 RIW-0 R/W-0

LEGEND: R = Readable by the MVC EFR instruction only in Supervisor mode; W = Clearable by the MVC ECR instruction only in
Supervisor mode; -n = value after reset

Table 2-18. Exception Flag Register (EFR) Field Descriptions

Bit

Field

Value

Description

31

NXF

NMI exception flag.
NMI exception has not been detected.
NMI exception has been detected.

30

EXF

EXCEP flag.
Exception has not been detected.
Exception has been detected.

29-2

Reserved

Reserved. Read as 0.

IXF

Internal exception flag.
Internal exception has not been detected.
Internal exception has been detected.

SXF

Software exception flag (set by SWE or SWENR instructions).
Software exception has not been detected.
Software exception has been detected.
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2.9.5 GMPY Polynomial—A Side Register (GPLYA)

The GMPY instruction (see GMPY) uses the 32-bit polynomial in the GMPY polynomial—A side register
(GPLYA), Figure 2-18, when the instruction is executed on the M1 unit.

Figure 2-18. GMPY Polynomial A-Side Register (GPLYA)
31 0
32-bit polynomial
R/W-0
LEGEND: R = Readable by the MVC instruction; W = Writeable by the MVC instruction; -n = value after reset

2.9.6 GMPY Polynomial—B Side Register (GPLYB)

The GMPY instruction (see GMPY) uses the 32-bit polynomial in the GMPY polynomial—B side register
(GPLYB), Figure 2-19, when the instruction is executed on the M2 unit.

Figure 2-19. GMPY Polynomial B-Side (GPLYB)
31 0
32-bit polynomial
R/W-0
LEGEND: R = Readable by the MVC instruction; W = Writeable by the MVC instruction; -n = value after reset
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2.9.7 Internal Exception Report Register (IERR)

The internal exception report register (IERR) contains flags that indicate the cause of the internal
exception. In the case of simultaneous internal exceptions, the same flag may be set by different
exception sources. In this case, it may not be possible to determine the exact causes of the individual
exceptions. The IERR is shown in Figure 2-20 and described in Table 2-19.

The IERR is not accessible in User mode. See Section 8.2.4.1 for more information. See Chapter 6 for
more information on exceptions.

Figure 2-20. Internal Exception Report Register (IERR)

31 16
’ Reserved ‘
R-0
15 9 8 7 6 5 4 3 2 1 0
\ Reserved | mMsx | Bx | PRX | RAX | Rex | opx | EPX | FPX | IFX |
R0 RW-0 RW-0 RW-0 RMW-0 RW-0 RW-0 RMW-0 RW-0 R/MW-0

LEGEND: R = Readable by the MVC instruction only in Supervisor mode; W = Writeable by the MVC instruction only in Supervisor mode;
-n = value after reset

Table 2-19. Internal Exception Report Register (IERR) Field Descriptions

Bit Field Value | Description
31-9 | Reserved 0 Reserved. Read as 0.
8 MSX Missed stall exception

Missed stall exception is not the cause.
Missed stall exception is the cause.

7 LBX SPLOOP buffer exception

SPLOOP buffer exception is not the cause.

SPLOOP buffer exception is the cause.

6 PRX Privilege exception
Privilege exception is not the cause.
Privilege exception is the cause.

5 RAX Resource access exception
Resource access exception is not the cause.
Resource access exception is the cause.

4 RCX Resource conflict exception
Resource conflict exception is not the cause.
Resource conflict exception is the cause.

3 OPX Opcode exception
Opcode exception is not the cause.
Opcode exception is the cause.

2 EPX Execute packet exception
Execute packet exception is not the cause.
Execute packet exception is the cause.

1 FPX Fetch packet exception
Fetch packet exception is not the cause.
Fetch packer exception is the cause.

0 IFX Instruction fetch exception
Instruction fetch exception is not the cause.
Instruction fetch exception is the cause.
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2.9.8 SPLOOP Inner Loop Count Register (ILC)

The SPLOOP or SPLOOPD instructions use the SPLOOP inner loop count register (ILC), Figure 2-21, as
the count of the number of iterations left to perform. The ILC content is decremented at each stage

boundary until the ILC content reaches 0.

Figure 2-21. Inner Loop Count Register (ILC)
31

32-bit inner loop count

R/W-0
LEGEND: R = Readable by the MVC instruction; W = Writeable by the MVC instruction; -n = value after reset

2.9.9 Interrupt Task State Register (ITSR)

The interrupt task state register (ITSR) is used to store the contents of the task state register (TSR) in the
event of an interrupt. The ITSR is shown in Figure 2-22 and described in Table 2-20. For detailed bit

descriptions, see Section 2.9.15.
The GIE bit in ITSR is physically the same bit as the PGIE bit in CSR.

The ITSR is not accessible in User mode. See Section 8.2.4.1 for more information.

Figure 2-22. Interrupt Task State Register (ITSR)

31 16
’ Reserved ‘
R-0
15 14 13 11 10 9 8 7 6 5 4 3 2 1 0
| B | spPx| Reserved | ExXC | INT [ Rsvd |  oxM | Rsvd |DBGM | XEN | GEE | SGIE | GIE |
RIW-0  R/W-0 R0 RW-0 RW-0 R-0 R/W-0 RO RW-0 RMW-0 RW-0 RW-0 R/MW-0

LEGEND: R = Readable by the MVC instruction only in Supervisor mode; W = Writeable by the MVC instruction only in Supervisor mode;

-n = value after reset

Table 2-20. Interrupt Task State Register (ITSR) Field Descriptions

Bit Field Description
31-16 | Reserved Reserved. Read as 0.
15 1B Interrupt occurred while interrupts were blocked.
14 SPLX Interrupt occurred during an SPLOOP.
13-11 |Reserved Reserved. Read as 0.
10 EXC Contains EXC bit value in TSR at point of interrupt.
9 INT Contains INT bit value in TSR at point of interrupt.
8 Reserved Reserved. Read as 0.
7-6 CXM Contains CXM bit value in TSR at point of interrupt.
5 Reserved Reserved. Read as 0.
4 DBGM Contains DBGM bit value in TSR at point of interrupt.
3 XEN Contains XEN bit value in TSR at point of interrupt.
2 GEE Contains GEE bit value in TSR at point of interrupt.
1 SGIE Contains SGIE bit value in TSR at point of interrupt.
0 GIE Contains GIE bit value in TSR at point of interrupt.
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2.9.10 NMI/Exception Task State Register (NTSR)

The NMI/exception task state register (NTSR) is used to store the contents of the task state register (TSR)
and the conditions under which an exception occurred in the event of a nonmaskable interrupt (NMI) or an
exception. The NTSR is shown in Figure 2-23 and described in Table 2-21. For detailed bit descriptions
(except for the HWE bit), see Section 2.9.15. The HWE bit is set by taking a hardware exception (NMI,
EXCEP, or internal) and is cleared by either SWE or SWENR instructions.

The NTSR is not accessible in User mode. See Section 8.2.4.1 for more information.

Figure 2-23. NMI/Exception Task State Register (NTSR)

31 17 16
’ Reserved | HWE ‘
R-0 RIW-0

15 14 13 11 10 9 8 7 6 5 4 3 2 1 0
| B | spPx| Reserved | EXC | INT [ Rsvd |  oxM | Rsvd |DBGM | XEN | GEE | SGIE | GIE |
RIW-0  R/W-0 R0 RW-0 RW-0 R-0 RIW-0 RO RW-0 RMW-0 RMW-0 RW-0 R/MW-0

LEGEND: R = Readable by the MVC instruction only in Supervisor mode; W = Writeable by the MVC instruction only in Supervisor mode;
-n = value after reset

Table 2-21. NMI/Exception Task State Register (NTSR) Field Descriptions

Bit Field Description
31-17 | Reserved Reserved. Read as 0.
16 HWE Hardware exception taken (NMI, EXCEP, or internal).
15 1B Exception occurred while interrupts were blocked.
14 SPLX Exception occurred during an SPLOOP.
13-11 |Reserved Reserved. Read as 0.
10 EXC Contains EXC bit value in TSR at point exception taken.
9 INT Contains INT bit value in TSR at point exception taken.
8 Reserved Reserved. Read as 0.
7-6 CXM Contains CXM bit value in TSR at point exception taken.
5 Reserved Reserved. Read as 0.
4 DBGM Contains DBGM bit value in TSR at point exception taken.
3 XEN Contains XEN bit value in TSR at point exception taken.
2 GEE Contains GEE bit value in TSR at point exception taken.
1 SGIE Contains SGIE bit value in TSR at point exception taken.
0 GIE Contains GIE bit value in TSR at point exception taken.

2.9.11 Restricted Entry Point Register (REP)

The restricted entry point register (REP) is used by the SWENR instruction as the target of the change of
control when an SWENR instruction is issued. The contents of REP should be preinitialized by the
processor in Supervisor mode before any SWENR instruction is issued. See Section 8.2.4.1 for more
information. REP cannot be modified in User mode.
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2.9.12 SPLOOP Reload Inner Loop Count Register (RILC)

Predicated SPLOOP or SPLOOPD instructions used in conjunction with a SPMASKR or SPKERNELR
instruction use the SPLOOP reload inner loop count register (RILC), Figure 2-24, as the iteration count
value to be written to the SPLOOP inner loop count register (ILC) in the cycle before the reload operation
begins. See Chapter 7 for more information.

31

Figure 2-24. Reload Inner Loop Count Register (RILC)

32-bit inner loop count reload

R/W-0

LEGEND: R = Readable by the MVC instruction; W = Writeable by the MVC instruction; -n = value after reset

2.9.13 Saturation Status Register (SSR)

The saturation status register (SSR) provides saturation flags for each functional unit, making it possible
for the program to distinguish between saturations caused by different instructions in the same execute
packet. There is no direct connection to the SAT bit in the control status register (CSR); writes to the SAT
bit have no effect on SSR and writes to SSR have no effect on the SAT bit. Care must be taken when
restoring SSR and the SAT bit when returning from a context switch. Since the SAT bit cannot be written
to a value of 1 using the MVC instruction, restoring the SAT bit to a 1 must be done by executing an
instruction that results in saturation. The saturating instruction would affect SSR; therefore, SSR must be
restored after the SAT bit has been restored. The SSR is shown in Figure 2-25 and described in

Table 2-22.

Instructions resulting in saturation set the appropriate unit flag in SSR in the cycle following the writing of

the result to the register file. The setting of the flag from a functional unit takes precedence over a write to
the bit from an MVC instruction. If no functional unit saturation has occurred, the flags may be setto 0 or 1
by the MVC instruction, unlike the SAT bit in CSR.

The bits in SSR can be set by the MVC instruction or by a saturation in the associated functional unit. The
bits are cleared only by a reset or by the MVC instruction. The bits are not cleared by the occurrence of a
nonsaturating instruction.

Figure 2-25. Saturation Status Register (SSR)

31 16
’ Reserved ‘
R-0
15 5 4 3 2 1 0
\ Reserved M2 [ w1 | s2 [ st | 2 | 11|
R-0 RW-0 RMW-0 RW-0 RW-0 RW-0 RW-0

LEGEND: R = Readable by the MVC instruction; W = Writeable by the MVC instruction; -n = value after reset

Table 2-22. Saturation Status Register Field Descriptions

Bit Field Value | Description
31-6 |Reserved 0 Reserved. Read as 0.
5 M2 M2 unit.
Saturation did not occur on M2 unit.
Saturation occurred on M2 unit.
4 M1 M1 unit.
Saturation did not occur on M1 unit.
Saturation occurred on M1 unit.
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Table 2-22. Saturation Status Register Field Descriptions (continued)

Bit Field Value | Description
3 S2 S2 unit.
Saturation did not occur on S2 unit.
1 Saturation occurred on S2 unit.
2 S1 S1 unit.
Saturation did not occur on S1 unit.
1 Saturation occurred on S1 unit.
1 L2 L2 unit.
Saturation did not occur on L2 unit.
1 Saturation occurred on L2 unit.
0 L1 L1 unit.

Saturation did not occur on L1 unit.

1 Saturation occurred on L1 unit.

2.9.14 Time Stamp Counter Registers (TSCL and TSCH)

The CPU contains a free running 64-bit counter that advances each CPU clock under normal operation.
The counter is accessed as two 32-bit read-only control registers, TSCL (Figure 2-26) and TSCH
(Figure 2-27).

Figure 2-26. Time Stamp Counter Register - Low Half (TSCL)
31 0
CPU clock count (32 LSBs of 64-bit value)
R-0
LEGEND: R = Readable by the MVC instruction; -n = value after reset

Figure 2-27. Time Stamp Counter Register - High Half (TSCH)
31 0
CPU clock count (32 MSBs of 64-bit value)
R-0
LEGEND: R = Readable by the MVC instruction; -n = value after reset
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2.9.14.1 Initialization

The counter is cleared to 0 after reset, and counting is disabled.

2.9.14.2 Enabling Counting

The counter is enabled by writing to TSCL. The value written is ignored. Counting begins in the cycle after
the MVC instruction executes. If executed with the count disabled, the following code sequence shows the
timing of the count starting (assuming no stalls occur in the three cycles shown).

M/C BO, TSCL ; Start TSC
MVC TSCL, BO ; BO 0
WC TSCL, B1 ; Bl 1

2.9.143 Disabling Counting
Once enabled, counting cannot be disabled under program control. Counting is disabled in the following
cases:
» After exiting the reset state.
* When the CPU is fully powered down.

2.9.14.4 Reading the Counter

Reading the full 64-bit count takes two sequential MVC instructions. A read from TSCL causes the upper
32 bits of the count to be copied into TSCH. In normal operation, only this snapshot of the upper half of
the 64-bit count is available to the programmer. The value read will always be the value copied at the
cycle of the last MVC TSCL, reg instruction. If it is read with no TSCL reads having taken place since
reset, then the reset value of 0 is read.

CAUTION

Reading TSCL in the cycle before a cross path stall may give an inaccurate
value in TSCH.

When reading the full 64-bit value, it must be ensured that no interrupts are serviced between the two
MVC instructions if an ISR is allowed to make use of the time stamp counter. There is no way for an ISR
to restore the previous value of TSCH (snapshot) if it reads TSCL, since a new snapshot is performed.

Two methods for reading the 64-bit count value in an uninterruptible manner are shown in Example 2-1
and Example 2-2. Example 2-1 uses the fact that interrupts are automatically disabled in the delay slots of
a branch to prevent an interrupt from happening between the TSCL read and the TSCH read.

Example 2-2 accomplishes the same task by explicitly disabling interrupts.

Example 2-1. Code to Read the 64-Bit TSC Value in Branch Delay Slot

BNOP TSC _Read_Done, 3
MC TSCL, BO ; Read the low half first; high half copied to TSCH
wC TSCH, B1 ; Read the snapshot of the high half

TSC_Read_Done:

Example 2-2. Code to Read the 64-Bit TSC Value Using DINT/RINT

DI NT

| wC TSCL, BO ; Read the low half first; high half copied to TSCH
RI NT

| wC TSCH, B1 ; Read the snapshot of the high half

TSC_Read_Done:
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2.9.15 Task State Register (TSR)

The task state register (TSR) contains all of the status bits that determine or indicate the current execution
environment. TSR is saved in the event of an interrupt or exception to the ITSR or NTSR, respectively. All
bits are readable by the MVC instruction. The TSR is shown in Figure 2-28 and described in Table 2-23.
The SGIE bit in TSR is used by the DINT and RINT instructions to globally disable and reenable
interrupts.

The GIE and SGIE bits may be written in both User mode and Supervisor mode. The remaining bits all
have restrictions on how they are written. See Section 8.2.4.2 for more information.

The GIE bit in TSR is physically the same bit as the GIE bit in CSR. It is retained in CSR for compatibility
reasons, but placed in TSR so that it will be copied in the event of either an exception or an interrupt.

Figure 2-28. Task State Register (TSR)

31 16
‘ Reserved ‘
R-0
15 14 13 11 10 9 8 7 6 5 4 3 2 1 0
| B | sPLx | Reserved | EXC | INT [Rswd | cxM | Rsvd [DBGM | XEN | GEE [ SGIE | GIE |
RO RO R-0 RICO RO RO RIW-0 RO RW-0 RMW-0 RSO RW-0 R/MW-0

LEGEND: R = Readable by the MVC instruction; W = Writeable in Supervisor mode; C = Clearable in Supervisor mode; S = Can be set in
Supervisor mode; -n = value after reset

Table 2-23. Task State Register (TSR) Field Descriptions

Bit Field Value | Description
31-16 | Reserved 0 Reserved. Read as 0.
15 1B Interrupts blocked. Not writable by the MVC instruction; set only by hardware.
0 Interrupts not blocked in previous cycle (interruptible point).

Interrupts were blocked in previous cycle.

14 SPLX SPLOOP executing. Not writable by the MVC instruction; set only by hardware.
0 Not currently executing SPLOOP

Currently executing SPLOOP

13-11 | Reserved 0 Reserved. Read as 0.

10 EXC Exception processing. Clearable by the MVC instruction in Supervisor mode. Not clearable by the MVC
instruction in User mode.

Not currently processing an exception.
Currently processing an exception.

9 INT Interrupt processing. Not writable by the MVC instruction.
Not currently processing an interrupt.
Currently processing an interrupt.

8 Reserved 0 Reserved. Read as 0.

7-6 CXM 0-3h | Current execution mode. Not writable by the MVC instruction; these bits reflect the current execution
mode of the execute pipeline. CXM is set to 1 when you begin executing the first instruction in User
mode. See Chapter 8 for more information.

0 Supervisor mode
1h User mode
2h-3h | Reserved (an attempt to set these values is ignored)

Reserved 0 Reserved. Read as 0.

DBGM Emulator debug mask. Writable in Supervisor and User mode. Writable by emulator.
Enables emulator capabilities.

Disables emulator capabilities.
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Table 2-23. Task State Register (TSR) Field Descriptions (continued)

Bit

Field

Value

Description

XEN

Maskable exception enable. Writable only in Supervisor mode.
Disables all maskable exceptions.
Enables all maskable exceptions.

GEE

Global exception enable. Can be set to 1 only in Supervisor mode. Once set, cannot be cleared except
by reset.

Disables all exceptions except the reset interrupt.
Enables all exceptions.

SGIE

Saved global interrupt enable. Contains previous state of GIE bit after execution of a DINT instruction.
Writable in Supervisor and User mode.

Global interrupts remain disabled by the RINT instruction.
Global interrupts are enabled by the RINT instruction.

GIE

Global interrupt enable. Same physical bit as the GIE bit in the control status register (CSR). Writable in
Supervisor and User mode. See Section 5.2 for details on how the GIE bit affects interruptibility.

Disables all interrupts except the reset interrupt and NMI (nonmaskable interrupt).
Enables all interrupts.

2.10 Control Register File Extensions for Floating-Point Operations

The C674x DSP has three additional configuration registers to support floating-point operations. The
registers specify the desired floating-point rounding mode for the .L and .M units. They also contain fields
to warn if srcl and src2 are NaN or denormalized numbers, and if the result overflows, underflows, is
inexact, infinite, or invalid. There are also fields to warn if a divide by 0 was performed, or if a compare
was attempted with a NaN source. Table 2-24 lists the additional registers used. The OVER, UNDER,
INEX, INVAL, DENn, NANnN, INFO, UNORD and DIVO bits within these registers will not be modified by a
conditional instruction whose condition is false.

Table 2-24. Control Register File Extensions for Floating-Point Operations

Acronym Register Name Section
FADCR Floating-point adder configuration register Section 2.10.1
FAUCR Floating-point auxiliary configuration register Section 2.10.2
FMCR Floating-point multiplier configuration register Section 2.10.3
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2.10.1 Floating-Point Adder Configuration Register (FADCR)

The floating-point adder configuration register (FADCR) contains fields that specify underflow or overflow,
the rounding mode, NaNs, denormalized numbers, and inexact results for instructions that use the .L
functional units. FADCR has a set of fields specific to each of the .L units: .L2 uses bits 31-16 and .L1
uses bits 15-0. FADCR is shown in Figure 2-29 and described in Table 2-25.

NOTE: The ADDSP, ADDDP, SUBSP, and SUBDP instructions executing in the .S functional unit
use the rounding mode from and set the warning bits in FADCR. The warning bits in FADCR
are the logical-OR of the warnings produced on the .L functional unit and the warnings
produced by the ADDSP/ADDDP/SUBSP/SUBDP instructions on the .S functional unit (but
not other instructions executing on the .S functional unit).

Figure 2-29. Floating-Point Adder Configuration Register (FADCR)

31 27 26 25 24 23 2 21 20 19 18 17 16
] Reserved | RMODE [UNDER][ INEX | OVER | INFO [ INVAL | DEN2 | DEN1 [ NAN2 | NANL |
R-0 RIW-0 RW-0 RMW-0 RMW-0 RMW-0 RW-0 RW-0 RW-0 RW-0 R/MW-0

15 11 10 9 8 7 6 5 4 3 2 1 0
\ Reserved | RMODE [ UNDER| INEX | OVER | INFO | INVAL | DEN2 | DEN1 | NAN2 | NANL |
R-0 RIW-0 RW-0 RMW-0 RMW-0 RMW-0 RW-0 RW-0 RW-0 RW-0 R/MW-0

LEGEND: R = Readable by the MVC instruction; W = Writeable by the MVC instruction; -n = value after reset

Table 2-25. Floating-Point Adder Configuration Register (FADCR) Field Descriptions

Bit Field Value | Description
31-27 | Reserved 0 Reserved. The reserved bit location is always read as 0. A value written to this field has no effect.
26-25 | RMODE 0-3h | Rounding mode select for .L2.
0 Round toward nearest representable floating-point number

1h Round toward 0 (truncate)

2h Round toward infinity (round up)

3h Round toward negative infinity (round down)
24 UNDER Result underflow status for .L2.

0 Result does not underflow.

Result underflows.

23 INEX Inexact results status for .L2.

Result differs from what would have been computed had the exponent range and precision been
unbounded; never set with INVAL.

22 OVER Result overflow status for .L2.
Result does not overflow.

Result overflows.
21 INFO Signed infinity for .L2.
Result is not signed infinity.

Result is signed infinity.

20 INVAL
A signed NaN (SNaN) is not a source.
A signed NaN (SNaN) is a source. NaN is a source in a floating-point to integer conversion or when
infinity is subtracted from infinity.

19 DEN2 Denormalized number select for .L2 src2.

0 src2 is not a denormalized number.
src2 is a denormalized number.
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Table 2-25. Floating-Point Adder Configuration Register (FADCR) Field Descriptions (continued)

Bit

Field

Value

Description

18

DEN1

Denormalized number select for .L2 srcl.
srcl is not a denormalized number.
srcl is a denormalized number.

17

NAN2

NaN select for .L2 src2.
src2 is not NaN.
src2 is NaN.

16

NAN1

NaN select for .L2 srcl.
srcl is not NaN.
srcl is NaN.

15-11

Reserved

Reserved. The reserved bit location is always read as 0. A value written to this field has no effect.

10-9

RMODE

1h
2h
3h

Rounding mode select for .L1.

Round toward nearest representable floating-point number
Round toward 0 (truncate)

Round toward infinity (round up)

Round toward negative infinity (round down)

UNDER

Result underflow status for .L1.
Result does not underflow.
Result underflows.

INEX

Inexact results status for .L1.

Result differs from what would have been computed had the exponent range and precision been
unbounded; never set with INVAL.

OVER

Result overflow status for .L1.
Result does not overflow.
Result overflows.

INFO

Signed infinity for .L1.
Result is not signed infinity.
Result is signed infinity.

INVAL

A signed NaN (SNaN) is not a source.

A signed NaN (SNaN) is a source. NaN is a source in a floating-point to integer conversion or when
infinity is subtracted from infinity.

DEN2

Denormalized number select for .L1 src2.
src2 is not a denormalized number.
src2 is a denormalized number.

DEN1

Denormalized number select for .L1 srcl.
srcl is not a denormalized number.
srcl is a denormalized number.

NAN2

NaN select for .L1 src2.
src2 is not NaN.
src2 is NaN.

NAN1

NaN select for .L1 srcl.
srcl is not NaN.
srcl is NaN.
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2.10.2 Floating-Point Auxiliary Configuration Register (FAUCR)

The floating-point auxiliary register (FAUCR) contains fields that specify underflow or overflow, the
rounding mode, NaNs, denormalized numbers, and inexact results for instructions that use the .S
functional units. FAUCR has a set of fields specific to each of the .S units: .S2 uses bits 31-16 and .S1
uses bits 15-0. FAUCR is shown in Figure 2-30 and described in Table 2-26.

NOTE: The ADDSP, ADDDP, SUBSP, and SUBDP instructions executing in the .S functional unit
use the rounding mode from and set the warning bits in the floating-point adder configuration
register (FADCR). The warning bits in FADCR are the logical-OR of the warnings produced
on the .L functional unit and the warnings produced by the ADDSP/ADDDP/SUBSP/SUBDP
instructions on the .S functional unit (but not other instructions executing on the .S functional
unit).

Figure 2-30. Floating-Point Auxiliary Configuration Register (FAUCR)

31 27 26 25 24 23 22 21 20 19 18 17 16
\ Reserved | DIVO [UNORD | UND | INEX | OVER | INFO [ INVAL | DEN2 | DEN1 | NAN2 | NAN1 |
R-0 RW-0 RW-0 RMW-0 RW-0 RMW-0 RMW-0 RMW-0 RMW-0 RW-0 RMW-0 RW-0

15 11 10 9 8 7 6 5 4 3 2 1 0
] Reserved [ DIvo [UNORD | UND | INEX [ OVER | INFO [ INVAL [ DEN2 | DEN1 [ NAN2 | NAN1 |
R-0 RW-0 RW-0 RMW-0 RW-0 RMW-0 RW-0 RMW-0 RMW-0 RW-0 RMW-0 RAW-0

LEGEND: R = Readable by the MVC instruction; W = Writeable by the MVC instruction; -n = value after reset

Table 2-26. Floating-Point Auxiliary Configuration Register (FAUCR) Field Descriptions

Bit Field Value | Description
31-27 | Reserved 0 Reserved. The reserved bit location is always read as 0. A value written to this field has no effect.
26 DIVO Source to reciprocal operation for .S2.

0 is not source to reciprocal operation.
0 is source to reciprocal operation.

25 UNORD Source to a compare operation for .S2

NaN is not a source to a compare operation.
NaN is a source to a compare operation.

24 UND Result underflow status for .S2.

Result does not underflow.

Result underflows.

23 INEX Inexact results status for .S2.

Result differs from what would have been computed had the exponent range and precision been
unbounded; never set with INVAL.

22 OVER Result overflow status for .S2.
Result does not overflow.

Result overflows.
21 INFO Signed infinity for .S2.
Result is not signed infinity.

Result is signed infinity.

20 INVAL
A signed NaN (SNaN) is not a source.
A signed NaN (SNaN) is a source. NaN is a source in a floating-point to integer conversion or when
infinity is subtracted from infinity.
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Table 2-26. Floating-Point Auxiliary Configuration Register (FAUCR) Field Descriptions (continued)

Bit

Field

Value

Description

19

DEN2

Denormalized number select for .S2 src2.
src2 is not a denormalized number.
src2 is a denormalized number.

18

DEN1

Denormalized number select for .S2 srcl.
srcl is not a denormalized number.
srcl is a denormalized number.

17

NAN2

NaN select for .S2 src2.
src2 is not NaN.
src2 is NaN.

16

NAN1

NaN select for .S2 srcl.
srcl is not NaN.
srcl is NaN.

15-11

Reserved

Reserved. The reserved bit location is always read as 0. A value written to this field has no effect.

10

DIVO

Source to reciprocal operation for .S1.
0 is not source to reciprocal operation.
0 is source to reciprocal operation.

UNORD

Source to a compare operation for .S1
NaN is not a source to a compare operation.
NaN is a source to a compare operation.

UND

Result underflow status for .S1.
Result does not underflow.
Result underflows.

INEX

Inexact results status for .S1.

Result differs from what would have been computed had the exponent range and precision been
unbounded; never set with INVAL.

OVER

Result overflow status for .S1.
Result does not overflow.
Result overflows.

INFO

Signed infinity for .S1.
Result is not signed infinity.
Result is signed infinity.

INVAL

A signed NaN (SNaN) is not a source.

A signed NaN (SNaN) is a source. NaN is a source in a floating-point to integer conversion or when
infinity is subtracted from infinity.

DEN2

Denormalized number select for .S1 src2.
src2 is not a denormalized number.
src2 is a denormalized number.

DEN1

Denormalized number select for .S1 srcl.
srcl is not a denormalized number.
srcl is a denormalized number.

NAN2

NaN select for .S1 src2.
src2 is not NaN.
src2 is NaN.

NAN1

NaN select for .S1 srcl.
srcl is not NaN.

srcl is NaN.
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2.10.3 Floating-Point Multiplier Configuration Register (FMCR)

The floating-point multiplier configuration register (FMCR) contains fields that specify underflow or
overflow, the rounding mode, NaNs, denormalized numbers, and inexact results for instructions that use
the .M functional units. FMCR has a set of fields specific to each of the .M units: .M2 uses bits 31-16 and
.M1 uses bits 15-0. FMCR is shown in Figure 2-31 and described in Table 2-27.

Figure 2-31. Floating-Point Multiplier Configuration Register (FMCR)

31 27 26 25 24 23 2 21 20 19 18 17 16
\ Reserved | RMODE [ UNDER | INEX | OVER | INFO | INVAL | DEN2 | DEN1 | NAN2 | NANL |
R-0 RIW-0 RW-0 RMW-0 RMW-0 RMW-0 RW-0 RW-0 RW-0 RW-0 R/MW-0

15 11 10 9 8 7 6 5 4 3 2 1 0
] Reserved | RMODE [ UNDER| INEX | OVER | INFO [ INVAL [ DEN2 | DEN1 [ NAN2 | NANL |
R-0 RIW-0 RW-0 RMW-0 RMW-0 RMW-0 RW-0 RW-0 RW-0 RW-0 R/MW-0

LEGEND: R = Readable by the MVC instruction; W = Writeable by the MVC instruction; -n = value after reset

Table 2-27. Floating-Point Multiplier Configuration Register (FMCR) Field Descriptions

Bit Field Value | Description
31-27 | Reserved 0 Reserved. The reserved bit location is always read as 0. A value written to this field has no effect.
26-25 | RMODE 0-3h | Rounding mode select for .M2.
0 Round toward nearest representable floating-point number

1h Round toward 0 (truncate)

2h Round toward infinity (round up)

3h Round toward negative infinity (round down)
24 UNDER Result underflow status for .M2.

0 Result does not underflow.

Result underflows.

23 INEX Inexact results status for .M2.

Result differs from what would have been computed had the exponent range and precision been
unbounded; never set with INVAL.

22 OVER Result overflow status for .M2.
Result does not overflow.

1 Result overflows.
21 INFO Signed infinity for .M2.
Result is not signed infinity.

1 Result is signed infinity.

20 INVAL
A signed NaN (SNaN) is not a source.

1 A signed NaN (SNaN) is a source. NaN is a source in a floating-point to integer conversion or when
infinity is subtracted from infinity.

19 DEN2 Denormalized number select for .M2 src2.
0 src2 is not a denormalized number.
src2 is a denormalized number.

18 DEN1 Denormalized number select for .M2 srcl.
0 srcl is not a denormalized number.

srcl is a denormalized number.

17 NAN2 NaN select for .M2 src2.

0 src2 is not NaN.

src2 is NaN.
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Table 2-27. Floating-Point Multiplier Configuration Register (FMCR) Field Descriptions (continued)

Bit

Field

Value

Description

16

NAN1

NaN select for .M2 srcl.
srcl is not NaN.
srcl is NaN.

15-11

Reserved

Reserved. The reserved bit location is always read as 0. A value written to this field has no effect.

10-9

RMODE

1h
2h
3h

Rounding mode select for .M1.

Round toward nearest representable floating-point number
Round toward 0 (truncate)

Round toward infinity (round up)

Round toward negative infinity (round down)

UNDER

Result underflow status for .M1.
Result does not underflow.
Result underflows.

INEX

Inexact results status for .M1.

Result differs from what would have been computed had the exponent range and precision been
unbounded; never set with INVAL.

OVER

Result overflow status for .M1.
Result does not overflow.
Result overflows.

INFO

Signed infinity for .M1.
Result is not signed infinity.
Result is signed infinity.

INVAL

A signed NaN (SNaN) is not a source.

A signed NaN (SNaN) is a source. NaN is a source in a floating-point to integer conversion or when
infinity is subtracted from infinity.

DEN2

Denormalized number select for .M1 src2.
src2 is not a denormalized number.
src2 is a denormalized number.

DEN1

Denormalized number select for .M1 srcl.
srcl is not a denormalized number.
srcl is a denormalized number.

NAN2

NaN select for .M1 src2.
src2 is not NaN.
src2 is NaN.

NAN1

NaN select for .M1 srcl.
srcl is not NaN.

srcl is NaN.
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This chapter describes the assembly language instructions of the TMS320C674x DSP. Also described are
parallel operations, conditional operations, resource constraints, and addressing modes.

The C674x DSP uses all of the instructions available to the TMS320C62x, TMS320C64x, TMS320C64x+,
TMS320C67x%, and TMS320C67x+ DSPs. The C674x DSP instructions include 8-bit and 16-bit extensions,
nonaligned word loads and stores, data packing/unpacking operations.
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3.1 Instruction Operation and Execution Notations
Table 3-1 explains the symbols used in the instruction descriptions.
Table 3-1. Instruction Operation and Execution Notations
Symbol Meaning
abs(x) Absolute value of x
and Bitwise AND
-a Perform 2s-complement subtraction using the addressing mode defined by the AMR
+a Perform 2s-complement addition using the addressing mode defined by the AMR
b, Select bit i of source/destination b
bit_count Count the number of bits that are 1 in a specified byte
bit_reverse Reverse the order of bits in a 32-bit register
byte0 8-bit value in the least-significant byte position in 32-bit register (bits 0-7)
bytel 8-bit value in the next to least-significant byte position in 32-bit register (bits 8-15)
byte2 8-bit value in the next to most-significant byte position in 32-bit register (bits 16-23)
byte3 8-bit value in the most-significant byte position in 32-bit register (bits 24-31)
bv2 Bit vector of two flags for s2 or u2 data type
bv4 Bit vector of four flags for s4 or u4 data type
by , Selection of bits y through z of bit string b
cond Check for either creg equal to 0 or creg not equal to 0
creg 3-bit field specifying a conditional register, see Section 3.6
cstn n-bit constant field (for example, cst5)
dint 64-bit integer value (two registers)
dp Double-precision floating-point register value
dst_e Isb32 of 64-hit dst (placed in even-numbered register of a 64-bit register pair)
dst_h msb8 of 40-bit dst (placed in odd-numbered register of 64-bit register pair)
dst_| Isb32 of 40-hit dst (placed in even-numbered register of a 64-bit register pair)
dst o msb32 of 64-bit dst (placed in odd-numbered register of 64-bit register pair)
dws4 Four packed signed 16-bit integers in a 64-bit register pair
dwu4 Four packed unsigned 16-bit integers in a 64-bit register pair
gmpy Galois Field Multiply
i2 Two packed 16-bit integers in a single 32-bit register
i4 Four packed 8-bit integers in a single 32-bit register
int 32-bit integer value
ImbO(x) Leftmost 0 bit search of x
Imb1(x) Leftmost 1 bit search of x
long 40-bit integer value
Isbn or LSBn n least-significant bits (for example, Isb16)
msbn or MSBn n most-significant bits (for example, msh16)
nop No operation
norm(x) Leftmost nonredundant sign bit of x
not Bitwise logical complement
op Opfields
or Bitwise OR
R Any general-purpose register
ROTL Rotate left
sat Saturate
shyte0 Signed 8-bit value in the least-significant byte position in 32-bit register (bits 0-7)
shytel Signed 8-bit value in the next to least-significant byte position in 32-bit register (bits 8-15)
shyte2 Signed 8-bit value in the next to most-significant byte position in 32-bit register (bits 16-23)
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Table 3-1. Instruction Operation and Execution Notations (continued)

Symbol Meaning

sbyte3 Signed 8-bit value in the most-significant byte position in 32-bit register (bits 24-31)
scstn n-bit signed constant field

sdint Signed 64-bit integer value (two registers)

se Sign-extend

sint Signed 32-bit integer value

slong Signed 40-bit integer value

sllong Signed 64-bit integer value

slsb16 Signed 16-bit integer value in lower half of 32-bit register

smsb16 Signed 16-bit integer value in upper half of 32-bit register

sp Single-precision floating-point register value that can optionally use cross path

srcl_e or src2_e
srcl_h or src2_h

srcl_| or src2_|

srcl_o or src2_o

Ish32 of 64-bit src (placed in even-numbered register of a 64-bit register pair)
msb8 of 40-bit src (placed in odd-numbered register of 64-bit register pair)
Isb32 of 40-bit src (placed in even-numbered register of a 64-bit register pair)
msb32 of 64-bit src (placed in odd-numbered register of 64-bit register pair)

s2 Two packed signed 16-bit integers in a single 32-bit register

s4 Four packed signed 8-bit integers in a single 32-bit register

-S Perform 2s-complement subtraction and saturate the result to the result size, if an overflow occurs
+s Perform 2s-complement addition and saturate the result to the result size, if an overflow occurs
ubyteO Unsigned 8-bit value in the least-significant byte position in 32-bit register (bits 0-7)

ubytel Unsigned 8-bit value in the next to least-significant byte position in 32-bit register (bits 8-15)
ubyte2 Unsigned 8-bit value in the next to most-significant byte position in 32-bit register (bits 16-23)
ubyte3 Unsigned 8-bit value in the most-significant byte position in 32-bit register (bits 24-31)

ucstn n-bit unsigned constant field (for example, ucst5)

uint Unsigned 32-bit integer value

ulong Unsigned 40-bit integer value

ullong Unsigned 64-bit integer value

ulsb16 Unsigned 16-bit integer value in lower half of 32-bit register

umsb16 Unsigned 16-bit integer value in upper half of 32-bit register

u2 Two packed unsigned 16-bit integers in a single 32-bit register

usd Four packed unsigned 8-bit integers in a single 32-bit register

X clear b,e Clear a field in x, specified by b (beginning bit) and e (ending bit)

x extl,r Extract and sign-extend a field in x, specified by | (shift left value) and r (shift right value)

x extu l,r Extract an unsigned field in x, specified by | (shift left value) and r (shift right value)

x setb,e Set field in x to all 1s, specified by b (beginning bit) and e (ending bit)

xdp Double-precision floating-point register value that can optionally use cross path

xint 32-bit integer value that can optionally use cross path

xor Bitwise exclusive-ORs

xsint Signed 32-bit integer value that can optionally use cross path

xslsb16 Signed 16 LSB of register that can optionally use cross path

xsmsh16 Signed 16 MSB of register that can optionally use cross path

Xsp Single-precision floating-point register value that can optionally use cross path

Xs2 Two packed signed 16-bit integers in a single 32-bit register that can optionally use cross path
xs4 Four packed signed 8-bit integers in a single 32-bit register that can optionally use cross path
xuint Unsigned 32-bit integer value that can optionally use cross path

xulsb16 Unsigned 16 LSB of register that can optionally use cross path

xumsb16 Unsigned 16 MSB of register that can optionally use cross path

xu2 Two packed unsigned 16-bit integers in a single 32-bit register that can optionally use cross path
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Table 3-1. Instruction Operation and Execution Notations (continued)

Symbol Meaning

xu4d Four packed unsigned 8-bit integers in a single 32-bit register that can optionally use cross path
— Assignment

+ Addition

++ Increment by 1

X Multiplication

- Subtraction

== Equal to

> Greater than

>= Greater than or equal to

< Less than

<= Less than or equal to

<< Shift left

>> Shift right

>>s Shift right with sign extension
>>7 Shift right with a zero fill

~ Logical inverse

& Logical AND

3.2 Instruction Syntax and Opcode Notations

Table 3-2 explains the syntaxes and opcode fields used in the instruction descriptions.

Table 3-2. Instruction Syntax and Opcode Notations

Symbol Meaning

baseR base address register

creg 3-hbit field specifying a conditional register, see Section 3.6

cst constant

csta constant a

cstb constant b

cstn n-bit constant field

dst destination

dw doubleword; 0 = word, 1 = doubleword

feyc SPLOOP fetch cycle

fstg SPLOOP fetch stage

h MVK or MVKH instruction

i, bit n of the constant ii

Id/st load or store; 0 = store, 1 = load

mode addressing mode, see Section 3.9

na nonaligned; O = aligned, 1 = nonaligned

N3 3-bit field

offsetR register offset

op opfield; field within opcode that specifies a unique instruction

op, bit n of the opfield

p parallel execution; O = next instruction is not executed in parallel, 1 = next instruction is executed in
parallel

ptr offset from either A4-A7 or B4-B7 depending on the value of the s bit. The ptr field is the 2

least-significant bits of the src2 (baseR) field—bit 2 of register address is forced to 1.
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Table 3-2. Instruction Syntax and Opcode Notations (continued)
Symbol Meaning
r LDDW/LDNDW/LDNW instruction
rsv reserved
s side A or B for destination; 0 = side A, 1 = side B.
sc scaling mode; 0 = nonscaled, offsetR/ucst5 is not shifted; 1 = scaled, offsetR/ucst5 is shifted
scstn n-bit signed constant field
scst, bit n of the signed constant field
sn sign
src source
srcl source 1
src2 source 2
stg, bit n of the constant stg
sz data size select; 0 = primary size, 1 = secondary size (see Section 3.10.2.2)
t side of source/destination (src/dst) register; 0 = side A, 1 = side B
ucstn n-bit unsigned constant field
ucst, bit n of the unsigned constant field
unit unit decode
X cross path for src2; 0 = do not use cross path, 1 = use cross path
y .D1 or .D2 unit; 0 = .D1 unit, 1 = .D2 unit
z test for equality with zero or nonzero

3.2.1 32-Bit Opcode Maps
The 32-bit opcodes are mapped in Appendix C through Appendix H.

3.2.2 16-Bit Opcode Maps

The 16-bit opcodes used for compact instructions are mapped in Appendix C through Appendix H. See
Section 3.10 for more information about compact instructions.
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3.3 Overview of IEEE Standard Single- and Double-Precision Formats
Floating-point operands are classified as single-precision (SP) and double-precision (DP). Single-precision
floating-point values are 32-bit values stored in a single register. Double-precision floating-point values are
64-bit values stored in a register pair. The register pair consists of consecutive even and odd registers
from the same register file. The 32 least-significant-bits are loaded into the even register; the 32
most-significant-bits containing the sign bit and exponent are loaded into the next register (that is always
the odd register). The register pair syntax places the odd register first, followed by a colon, then the even
register (that is, A1:A0Q, B1:B0, A3:A2, B3:B2, etc.).
Instructions that use DP sources fall in two categories: instructions that read the upper and lower 32-bit
words on separate cycles, and instructions that read both 32-bit words on the same cycle. All instructions
that produce a double-precision result write the low 32-bit word one cycle before writing the high 32-bit
word. If an instruction that writes a DP result is followed by an instruction that uses the result as its DP
source and it reads the upper and lower words on separate cycles, then the second instruction can be
scheduled on the same cycle that the high 32-bit word of the result is written. The lower result is written on
the previous cycle. This is because the second instruction reads the low word of the DP source one cycle
before the high word of the DP source.
IEEE floating-point numbers consist of normal numbers, denormalized numbers, NaNs (not a number),
and infinity numbers. Denormalized numbers are nonzero numbers that are smaller than the smallest
nonzero normal number. Infinity is a value that represents an infinite floating-point number. NaN values
represent results for invalid operations, such as (+infinity + (-infinity)).
Normal single-precision values are always accurate to at least six decimal places, sometimes up to nine
decimal places. Normal double-precision values are always accurate to at least 15 decimal places,
sometimes up to 17 decimal places.
Table 3-3 shows notations used in discussing floating-point numbers.
Table 3-3. IEEE Floating-Point Notations
Symbol Meaning
s Sign bit
e Exponent field
f Fraction (mantissa) field
X Can have value of 0 or 1 (don't care)
NaN Not-a-Number (SNaN or QNaN)
SNaN Signal NaN
QNaN Quiet NaN
NaN_out QNaN with all bits in the f field = 1
Inf Infinity
LFPN Largest floating-point number
SFPN Smallest floating-point number
LDFPN Largest denormalized floating-point number
SDFPN Smallest denormalized floating-point number
signed Inf +infinity or -infinity
signed NaN_out NaN_out with s =0 or 1
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Overview of IEEE Standard Single- and Double-Precision Formats

3.3.1 Single-Precision Formats

Figure 3-1 shows the fields of a single-precision floating-point number represented within a 32-bit register.

Figure 3-1. Single-Precision Floating-Point Fields

31 30 23 22 0
Ls | e | f
LEGEND: s = sign bit (0O = positive, 1 = negative); e = 8-bit exponent ( 0 < e < 255);
f=23-bit fraction (0 <f<1x2t+1x22+ . +1x2%0r0<f<((2%)-1)/(2%)
The floating-point fields represent floating-point numbers within two ranges: normalized (e is between 0O
and 255) and denormalized (e is 0). The following formulas define how to translate the s, e, and f fields
into a single-precision floating-point number.
Normalized: -18 x 2@ 120 % 1 f 0<e<255
Denormalized (Subnormal): 215 x 2126 x O f e = 0; f is nonzero
Table 3-4 shows the s, e, and f values for special single-precision floating-point numbers.
Table 3-4. Special Single-Precision Values
Symbol Sign (s) Exponent (e) Fraction (f)
+0 0 0 0
-0 1 0 0
+Inf 0 255 0
-Inf 1 255 0
NaN X 255 nonzero
QNaN X 255 1xx..xX
SNaN X 255 Oxx..x and nonzero
Table 3-5 shows hexadecimal and decimal values for some single-precision floating-point numbers.
Table 3-5. Hexadecimal and Decimal Representation for Selected
Single-Precision Values
Symbol Hex Value Decimal Value
NaN_out 7FFF FFFF QNaN
0 0000 0000 0.0
-0 8000 0000 -0.0
1 3F80 0000 1.0
2 4000 0000 2.0
LFPN 7F7F FFFF 3.40282347e+38
SFPN 0080 0000 1.17549435e-38
LDFPN 007F FFFF 1.17549421e-38
SDFPN 0000 0001 1.40129846e-45
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3.3.2 Double-Precision Formats

Figure 3-2 shows the fields of a double-precision floating-point number represented within a pair of 32-bit
registers.

Figure 3-2. Double-Precision Floating-Point Fields
31 30 20 19 0 31 0
Ls ] e | f | f

‘ Odd register ‘ Even register

LEGEND: s = sign bit (0 = positive, 1 = negative); e = 11-bit exponent ( 0 < e < 2047);
f=52-bit fraction (0 <f<1x21+1x22+ . +1x2%0r0<f<((2%)-1)/(2%)

The floating-point fields represent floating-point numbers within two ranges: normalized (e is between 0
and 2047) and denormalized (e is 0). The following formulas define how to translate the s, e, and f fields
into a double-precision floating-point number.

Normalized: 218 x 261023 % 1 f 0 < e <2047

Denormalized (Subnormal): 218 x 271022 % O f e = 0; fis nonzero

Table 3-6 shows the s, e, and f values for special double-precision floating-point numbers.

Table 3-6. Special Double-Precision Values

Symbol Sign (s) Exponent (e) Fraction (f)

+0 0 0 0

-0 1 0 0

+Inf 0 2047 0

-Inf 1 2047 0

NaN X 2047 nonzero

QNaN X 2047 IxX..X

SNaN X 2047 0xx..x and nonzero

Table 3-7 shows hexadecimal and decimal values for some double-precision floating-point numbers.

Table 3-7. Hexadecimal and Decimal Representation for Selected
Double-Precision Values

Symbol Hex Value Decimal Value

NaN_out 7FFF FFFF FFFF FFFF QNaN

0 0000 0000 0000 0000 0.0

-0 8000 0000 0000 0000 -0.0

1 3FF0 0000 0000 0000 1.0

2 4000 0000 0000 0000 2.0

LFPN 7FEF FFFF FFFF FFFF 1.7976931348623157e+308

SFPN 0010 0000 0000 0000 2.2250738585072014e-308

LDFPN 000F FFFF FFFF FFFF 2.2250738585072009e-308

SDFPN 0000 0000 0000 0001 4.9406564584124654e-324
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3.4 Delay Slots
The execution of floating-point instructions can be defined in terms of delay slots and functional unit
latency. The number of delay slots is equivalent to the number of additional cycles required after the
source operands are read for the result to be available for reading. For a single-cycle type instruction,
operands read in cycle i produce a result that can be read in cycle i + 1. For a 4-cycle instruction,
operands read in cycle i produce a result that can be read in cycle i + 4. Table 3-8 shows the number of
delay slots associated with each type of instruction.
The functional unit latency is equivalent to the number of cycles that must pass before the functional unit
can start executing the next instruction. The double-precision floating-point addition, subtraction,
multiplication, compare, and the 32-bit integer multiply instructions have a functional unit latency that is
greater than 1. Most instructions have a functional unit latency of 1, meaning that the next instruction can
begin execution in cycle i + 1. The ADDDP instruction has a functional unit latency of 2. Operands are
read on cycle i and cycle i + 1. Therefore, a new instruction cannot begin until cycle i + 2, rather than
cyclei + 1. ADDDP produces a result that can be read in cycle i + 7, because it has six delay slots.
Table 3-8. Delay Slot and Functional Unit Latency
Functional Unit
Instruction Type Delay Slots Latency Read Cycles @ Write Cycles @
Single cycle 0 1 i i
2-cycle DP 1 1 i i,i+1
DP compare 1 2 ,i+1 i+1
4-cycle 3 1 i i+3
INTDP 4 1 [ i+3,i+4
Load 4 1 i i,i+4@
MPYSP2DP 4 2 [ i+3,i+4
ADDDP/SUBDP 6 2 ii+1 i+5,i+6
MPYSPDP 6 3 ii+1 i+5,i+6
MPYI 8 4 Li+1,1+2,i+3 i+8
MPYID 9 4 Li+1,1+2,i+3 i+8,i+9
MPYDP 9 4 Li+1,1+2,i+3 i+8,i+9
@ Cycle i is in the E1 pipeline phase.
@ A write on cycle i + 4 uses a separate write port from other .D unit instructions.
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3.5

Parallel Operations

Instructions are always fetched eight words at a time. This constitutes a fetch packet. On the CPU, this
may be as many as 14 instructions due to the existence of compact instructions in a header based fetch
packet. The basic format of a fetch packet is shown in Figure 3-3. Fetch packets are aligned on 256-bit
(8-word) boundaries.

Figure 3-3. Basic Format of a Fetch Packet
31 0 31 0 31 0 31 0 31 0 31 0 31 0 31 0
'p 'p 'p 'p 'p 'p 'p 'p

Instruction Instruction Instruction Instruction Instruction Instruction Instruction Instruction
A B C D E F G H
LSBs of
the byte 00000b 00100b 01000b 01100b 10000b 10100b 11000b 11100b
address

The CPU supports compact 16-bit instructions. Unlike the normal 32-bit instructions, the p-bit information
for compact instructions is not contained within the instruction opcode. Instead, the p-bit is contained
within the p-bits field within the fetch packet header. See Section 3.10 for more information.

The execution of the individual noncompact instructions is partially controlled by a bit in each instruction,
the p-bit. The p-bit (bit 0) determines whether the instruction executes in parallel with another instruction.
The p-bits are scanned from left to right (lower to higher address). If the p-bit of instruction | is 1, then
instruction | + 1 is to be executed in parallel with (in the same cycle as) instruction I. If the p-bit of
instruction | is 0, then instruction | + 1 is executed in the cycle after instruction I. All instructions executing
in parallel constitute an execute packet. An execute packet can contain up to eight instructions. Each
instruction in an execute packet must use a different functional unit.

On the CPU, the execute packet can cross fetch packet boundaries, but will be limited to no more than
eight instructions in a fetch packet. The last instruction in an execute packet will be marked with its p-bit
cleared to zero. There are three types of p-bit patterns for fetch packets. These three p-bit patterns result
in the following execution sequences for the eight instructions:

* Fully serial
e Fully parallel
e Partially serial

Example 3-1 through Example 3-3 show the conversion of a p-bit sequence into a cycle-by-cycle
execution stream of instructions.

74

Instruction Set SPRUFE8B-July 2010

Copyright © 2010, Texas Instruments Incorporated



13 TEXAS
INSTRUMENTS

www.ti.com Parallel Operations

Example 3-1. Fully Serial p-Bit Pattern in a Fetch Packet

The eight instructions are executed sequentially.
This p-bit pattern:

31 0 31 0 31 0 31 0 31 0 31 0 31 0 31 0
io io io io io io io io

Instruction Instruction Instruction Instruction Instruction Instruction Instruction Instruction
A B C D E F G H

results in this execution sequence:

Cycle/Execute Packet Instructions
1 A

© N o N W N
I G MM mOOw

Example 3-2. Fully Parallel p-Bit Pattern in a Fetch Packet

All eight instructions are executed in parallel.
This p-bit pattern:

31 0 31 0 31 0 31 0 31 0 31 0 31 0 31 0
11 i1| i1| 11 11 11 11 11
| | | | | | |

Instruction Instruction Instruction Instruction Instruction Instruction Instruction Instruction
A B C D E F G H

results in this execution sequence:

Cycle/Execute
Packet Instructions
1 A B C D E F G H
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Example 3-3. Partially Serial p-Bit Pattern in a Fetch Packet
This p-bit pattern:
31 0 31 0 31 0 31 0 31 0 31 0 31 0 31 0
i 0 i 0 i 1 i 1 i 0 i 1 i1 i 0

Instruction Instruction Instruction Instruction Instruction Instruction Instruction Instruction
A B C D E F G H

results in this execution sequence:

Cycle/Execute Packet Instructions
1 A
2 B
3 C D E
4 F G H

3.5.1 Example Parallel Code

The vertical bars || signify that an instruction is to execute in parallel with the previous instruction. The
code for the fetch packet in Example 3-3 would be represented as this:
instruction A

instruction B
instruction

instruction
instruction

mooO

instruction
instruction
instruction

Ieom

3.5.2 Branching Into the Middle of an Execute Packet

If a branch into the middle of an execute packet occurs, all instructions at lower addresses are ignored. In
Example 3-3, if a branch to the address containing instruction D occurs, then only D and E execute. Even
though instruction C is in the same execute packet, it is ignored. Instructions A and B are also ignored
because they are in earlier execute packets. If your result depends on executing A, B, or C, the branch to
the middle of the execute packet will produce an erroneous result.
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3.6 Conditional Operations
Most instructions can be conditional. The condition is controlled by a 3-bit opcode field (creg) that
specifies the condition register tested, and a 1-bit field (z) that specifies a test for zero or nonzero. The
four MSBs of every opcode are creg and z. The specified condition register is tested at the beginning of
the E1 pipeline stage for all instructions. For more information on the pipeline, see Chapter 4. If z = 1, the
test is for equality with zero; if z = 0, the test is for nonzero. The case of creg = 0 and z = 0 is treated as
always true to allow instructions to be executed unconditionally. The creg field is encoded in the
instruction opcode as shown in Table 3-9.
Compact (16-bit) instructions on the DSP do not contain a creg field and always execute unconditionally.
See Section 3.10 for more information.
Table 3-9. Registers That Can Be Tested by Conditional Operations
Specified creg z
Conditional
Register Bit: 31 30 29 28
Unconditional 0 0 0 0
Reserved 0 0 0 1
BO 0 0 1 z
B1 0 1 0 z
B2 0 1 1 z
Al 1 0 0 z
A2 1 0 1 z
A0 1 1 0 z
Reserved 1 1 1 x®
@ x can be any value.
Conditional instructions are represented in code by using square brackets, [ ], surrounding the condition
register name. The following execute packet contains two ADD instructions in parallel. The first ADD is
conditional on BO being nonzero. The second ADD is conditional on BO being zero. The character !
indicates the inverse of the condition.
[ BO] ADD L Al, A2, A3
[ [!BO] ADD L2 B1, B2, B3
The above instructions are mutually exclusive, only one will execute. If they are scheduled in parallel,
mutually exclusive instructions are constrained as described in Section 3.8. If mutually exclusive
instructions share any resources as described in Section 3.8, they cannot be scheduled in parallel (put in
the same execute packet), even though only one will execute.
The act of making an instruction conditional is often called predication and the conditional register is often
called the predication register.
3.7 SPMASKed Operations
On the CPU, the SPMASK and SPMASKR instructions can be used to inhibit the execution of instructions
from the SPLOOP buffer. The selection of which instruction to inhibit can be specified by the SPMASK or
SPMASKR instruction argument or can be marked by the addition of a caret (*) next to the parallel code
marker as shown below:
SPMVASK
||~ LDW .DL  *A0, Al ; This instruction is SPMASKed
||~ LDW . D2 *B0, B1 ;This instruction is SPMASKed
| MPY .ML A3, A4, A5 ; This instruction is Not SPMASKed
See Chapter 7 for more information.
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3.8

3.8.1

3.8.2

3.8.3

Resource Constraints

No two instructions within the same execute packet can use the same resources. Also, no two instructions
can write to the same register during the same cycle. The following sections describe how an instruction
can use each of the resources.

Constraints on Instructions Using the Same Functional Unit
Two instructions using the same functional unit cannot be issued in the same execute packet.

The following execute packet is invalid:

ADD . S1 A0, Al, A2 ;.S1 is used for
|] SHR .S1 A3, 15, M ;...both instructions

The following execute packet is valid:

ADD . L1 A0, Al, A2 ; Two different functional
|] SHR .S1 A3, 15, A4 ;...units are used

Constraints on the Same Functional Unit Writing in the Same Instruction Cycle

The .M unit has two 32-bit write ports; so the results of a 4-cycle 32-bit instruction and a 2-cycle 32-hit
instruction operating on the same .M unit can write their results on the same instruction cycle. Any other
combination of parallel writes on the .M unit will result in a conflict. On the C674x DSP this will result in an
exception.

On the C674x DSP, this will result in erroneous values being written to the destination registers.

For example, the following sequence is valid and results in both A2 and A5 being written by the .M1 unit
on the same cycle.

DOTP2 . ML  AO, Al, A2 ; This instruction has 3 delay slots

NOP

AV&R2 ML A4, A5 ; This instruction has 1 del ay sl ot

NOP ;Both A2 and A5 get written on this cycle

The following sequence is invalid. The attempt to write 96 bits of output through 64-bits of write port will
fail.

SWPY2 .M A5, A6, A9: A8 ;This instruction has 3 delay slots; but generates a 64 bit
resul t

NOP

MPY . ML Al, A2, A3 ; This instruction has 1 delay slot

NOP

Constraints on Cross Paths (1X and 2X)

Up to two units (.S, .L, .D, or .M unit) per data path, per execute packet, can read a source operand from
its opposite register file via the cross paths (1X and 2X) provided that each unit is reading the same
operand.

For example, the .S1 unit can read both its operands from the A register file; or it can read an operand
from the B register file using the 1X cross path and the other from the A register file. The use of a cross
path is denoted by an X following the functional unit name in the instruction syntax (as in S1X).

The following execute packet is invalid because the 1X cross path is being used for two different B
register operands:

M/ .S1X BO, A0 ; Invalid. Instructions are using the 1X cross path
|] MW .L1X Bl, Al ; with different B registers
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The following execute packet is valid because all uses of the 1X cross path are for the same B register
operand, and all uses of the 2X cross path are for the same A register operand:
ADD . L1X AO,B1,Al ; Instructions use the 1X with Bl

|] SUB .S1X A2,B1, A2 ; 1X cross paths using Bl

[| AND .D1 A4, Al A3 ;

[| MPY .ML A6, Al A4 ;

|| ADD .L2 BO,B4,B2 ;

|| SUB .S2X B4, A4,B3 ; 2X cross paths using A4

|| AND .D2X B5, A4, B4 ; 2X cross paths using A4

|| MPY .M2 BS6,B4,B5 ;

The following execute packet is invalid because more than two functional units use the same cross path
operand:

MV .L2X A0, BO ; 1st cross path nove
|] MV .S2X A0, Bl ; 2nd cross path nove
|| MV .D2X A0, B2 ; 3rd cross path nove

The operand comes from a register file opposite of the destination, if the x bit in the instruction field is set.

3.8.4 Cross Path Stalls

The DSP introduces a delay clock cycle whenever an instruction attempts to read a register via a cross
path that was updated in the previous cycle. This is known as a cross path stall. This stall is inserted
automatically by the hardware, no NOP instruction is needed. It should be noted that no stall is introduced
if the register being read has data placed by a load instruction, or if an instruction reads a result one cycle
after the result is generated.

Here are some examples:

ADD .S1 A0, A0, Al ; / Stall is introduced; Al is updated
; 1 cycle before it is used as a

ADD .S2X Al, BO, BL ; \ cross path source

ADD .Sl A0, A0, Al ; / No stall is introduced; A0 not updated
; 1 cycle before it is used as a cross
ADD .S2X A0, BO, BL ; \ path source

LDW .D1 *++A0[1], AL ; / No stall is introduced; Al is the |oad
; destination

NOP 4 ; NOP 4 represents 4 instructions to
ADD .S2X Al, BO, Bl ; \ be executed between the |oad and add.
LDW .D1 *++A0[1], Al ; / Stall is introduced; AO is updated
ADD .S2X A0, BO, Bl ; 1 cycle before it is used as a

; \ cross path source

It is possible to avo